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Fig. 1. Our technique in action to mix-and-match animated skinned models. Two production-ready videogame models, comprising of a semi-regular quad-
dominant mesh𝑀0,1, a set of skinning weights𝑊0,1, a skeleton 𝑆0,1, and a set of keyframe animations 𝐴0,1, are automatically blended into a fully equipped
model comprised of a semi-regular unified meshing𝑀𝑅 , a skeleton 𝑆𝑅 , skinning weights𝑊𝑅 , and a new set of compatible animations 𝐴𝑅 . A user intuitively
specifies this process by simply selecting the portions of the skeleton to be merged (the subtrees in the gray areas rooted at the red dot).

We propose a novel technique to compose new 3D animated models, such as
videogame characters, by combining pieces from existing ones. Our method
works on production-ready rigged, skinned, and animated 3D models to
reassemble new ones. We exploitmix-and-match operations on the skeletons
to trigger the automatic creation of a new mesh, linked to the new skeleton
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by a set of skinning weights and complete with a set of animations. The
resulting model preserves the quality of the input meshings (which can be
quad-dominant and semi-regular), skinning weights (inducing believable
deformation), and animations, featuring coherent movements of the new
skeleton.

Our method enables content creators to reuse valuable, carefully designed
assets by assembling new ready-to-use characters while preserving most of
the hand-crafted subtleties of models authored by digital artists. As shown
in the accompanying video, it allows for drastically cutting the time needed
to obtain the final result.

CCS Concepts: •Computingmethodologies→Animation;Meshmod-
els.

Additional Key Words and Phrases: model composition, skinning weights
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1 INTRODUCTION
Applications such as 3D Videogames or Virtual Reality require using
a variety of 3D assets to recreate vibrant, realistic, reactive 3D virtual
worlds. Producing these 3D assets beforehand is one of the main
challenges for the developers, absorbing a considerable effort by
highly specialized digital artists. One particularly work-intensive as-
set class is 3D animated models, used for digital characters. They typ-
ically consist of skinned, animated, and textured polygonal meshes.
A 3D animated model efficiently encodes not only the 3D shape and
visual aspect of the digital character but also their behavior, that is,
the animations they are capable of and the specific deformations
their body will undergo.

Traditionally, authoring this kind of asset requires a cascade of in-
terrelated complex tasks, often performed by different artists, such
as shape modeling, texturing, remeshing, rigging, skinning, and
animation. The details vary from one production pipeline to an-
other. Still, many techniques are invariably leveraged throughout
the phases, including digital sculpting, direct low poly modeling, au-
tomatic meshing tools, texture baking, automatic skinning, motion
capture, manual keyframe editing, and others. An array of State of
the Art tools exist that strive to assist (rarely, even replace) the work
required by digital artists in each phase. Despite the advancements
in many fields, including the recent adoption of Machine Learn-
ing techniques, creating 3D animated models remains a complex,
expensive, and time-consuming task requiring specialized artistic
skills.

An alternative strategy for content creation consists of mix-and-
matching existing ready-made assets to produce new ones, lever-
aging partial reuse rather than costly authoring from scratch. This
strategy is highly appealing whenever the context allows for it.
For example, it has been successfully explored with other classes
of difficult-to-produce assets, such as low-poly semiregular quad-
meshes. Unfortunately, this is not currently possible for animated
3D models due to their nature.
In this work, we propose the first mix-and-match method to

produce new 3D animated models from existing ones. Starting from
existing animated models, the artist selects portions of ready-made
3D animatedmodels and freely recombines them into a new one. The
resulting asset is ready-to-use and inherits, as much as possible, the
original pieces’ characteristics and qualities, both in terms of shape
(geometry and meshing) and behavior (animations, articulation, and
deformations).

Examples of intended usages include: assembling chimeras, such
as a centaur obtained by joining a human torso with an elephant
body, or a mermaid obtained by assembling a woman torso with a
fishtail; modifying a body plan by adding extra appendages, such as
constructing a four-armed creature stacking different (or multiple
replicas of the same) torsos, or adding pairs of wings, or a tail,
to a human figure; replacing an existing appendage with a new
one, fulfilling the same purpose, from a different character, such as

swapping humans legs with dinosaur legs, tucano wings grafted on
a cat body, or even a set of human legs with another. See Section 9
for a gallery of actual results.
The generated result is a complete and independent new asset,

ready to be used in the downstream application (or further recom-
bined in mixing operations).

1.1 Problem definition and challenges
In our context, an animated model consists of a tuple (𝑀,𝑊 , 𝑆,𝐴):

• a polygonal mesh 𝑀 , describing the geometry of the rest
shape of the object;

• a skinning𝑊 , i.e., a set of weighted links between vertices of
𝑀 and bones of 𝑆 ;

• a skeleton 𝑆 , composed of a certain number of bones (or joints)
interconnected in a hierarchical tree structure;

• a set of animations 𝐴 = {𝑎1, ..., 𝑎𝑛}, each consisting of a
temporal sequence of time-stamped keyframes for 𝑆 .

Ourmixing strategy takes as input two tuples (𝑀0,𝑊0, 𝑆0, 𝐴0) and
(𝑀1,𝑊1, 𝑆1, 𝐴1) and recombines selected pieces of them to create a
new one (𝑀𝑅,𝑊𝑅, 𝑆𝑅, 𝐴𝑅).
A key insight is that none of the components of the tuple can

be manipulated in isolation, and each makes sense only as a part
of the whole. For example, constructing𝑀𝑅 from𝑀0 and𝑀1 alone
(e.g., via [Nuvoli et al. 2019]) would only result in a static pose
that would need to be rigged, skinned, and animated anew, defying
our purpose; neither sets of animations 𝐴0, 𝐴1 nor sets of weights
𝑊0 or𝑊1, could be trivially transferred to 𝑀𝑅 because they are
defined only for the respective original skeleton 𝑆0 and 𝑆1. Instead,
we design a unified strategy that uses every item of the input tuples
to inform the process of constructing the output tuple.
To do this, we must fulfill several requirements and face corre-

sponding challenges.

(1) Global consistency: clearly, we need the output tuple to
be consistent; for example,𝑊𝑅 must link vertices of 𝑀𝑅 to
bones of 𝑆𝑅 (despite being assembled from pieces referring
to a different skeleton and a different mesh);

(2) Blended shape: we want𝑀𝑅 to represent a plausible shape
that blends the𝑀0 and𝑀1 in a natural way;

(3) Meshing quality:𝑀𝑅 must feature a meshing that, far from
the merging zone, matches the original one of 𝑀0 and 𝑀1;
while, near the new conjunctions, it must roughly match the
tessellation density, regularity, and other characteristics (see
input assumptions below);

(4) Deformation quality: in a skinned model, skin deforma-
tions are determined by the set of weights𝑊 , which are very
carefully designed by “skinning” artists. Therefore, these char-
acteristics must be preserved in the output;

(5) Animation completions: we cast the problem of construct-
ing the output set of animations 𝐴𝑅 as the task of automati-
cally completing individual animations originally defined in
one or the other input tuple in some appropriate way. The
context determines which animations from the original sets
must be completed (by default, we complete them all). For
example, a newly assembled “centaur” must inherit the gait
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animations from the input animated horse model, accompa-
nying each with some appropriate default movement of the
human spine and shoulder; or, the added dog tail to a hu-
man model must feature some movement during each of the
movements of the human. Observe that the animations of
the resulting set 𝐴𝑅 , once defined over the common skeleton
𝑆𝑅 , can be blended or “overlayed” in real-time, as commonly
done by the downstream application (e.g., the game engine).

Assumptions on the input. We assume input meshes𝑀0 and𝑀1
to feature characteristics typical of the current videogame context:
reasonably low resolution (with finer details handled by textures);
triangle or quad-dominant structure (but usually not pure quad);
notably, we do not assume meshes to be single connected watertight
models: open mesh boundaries are common, for example for rep-
resenting clothes and hair. Similarly, we do not assume meshes to
consist of only one single connected component: character models
often feature topologically disconnected parts for props like pieces
of armors, weapons, decorations, etc. We want our output meshes
to preserve all these characteristics whenever they are in the input.
Skinning 𝑆0 and 𝑆1 and animations 𝐴0 and 𝐴1 are assumed to be
applied with either plain Linear Blend Skinning or Dual Quaternion
Skinning [Kavan et al. 2007], which are still the de-facto standards
of the industry. A texture and a UV-map typically enrich meshes.
While we strive to preserve these components too, to some extent
(Sec. 7.2), that is not the focus of our work.

Opportunities. Compared to the case of mixing-and-matching
static shapes, our task presents not only unique challenges but also
profitable opportunities, which we readily exploit. For example, the
skeleton 𝑆 doubles as an ideal high-level, semantically meaningful
abstraction of the shape, which is convenient to let a user define the
intended mix-and-match operation (Section 4); we use the skinning
𝑊0,1 to drive the segmentation of the meshes into pieces to be assem-
bled (Section 6); we exploit topological and geometrical similarities
in 𝑆0,1 (Section 5) to retarget𝑊0,1, producing𝑊𝑅 (Section 7); we
take advantage of𝑊0,1 to apply to𝑀0,1 a preliminary morphing to
ease their fusion into𝑀𝑅 (Sec. 4.1).

2 RELATED WORK
To our knowledge, SkinMixer is the first method to produce new
high-quality animated assets by compositing existing ones, while
extensive literature focused on automatizing or assisting the gener-
ation of this kind of asset, specifically: the meshing, the skinning
weights, or the animations. The following discussion focuses on
the aspects of this literature that are more closely relevant to our
proposed solution.

2.1 Mix-and-match of Geometries
Compositing multiple static shapes into a new shape is a well-
studied topic. Various interactive tools have been designed to enable
an artist to mix different meshed surfaces in real-time [Funkhouser
et al. 2004; Kreavoy et al. 2007; Schmidt and Singh 2010; Sharf et al.
2006; Yin et al. 2020; Zhang et al. 2010]. The fundamental step of
these approaches is computing the fusion of input surfaces and then

performing a local re-meshing in correspondence with the intersec-
tion area [Bischoff and Kobbelt 2005; Pavic et al. 2010]. The new
geometry can be obtained by fusing automatically-derived implicit
representations [Singh and Parent 2001], or by merging the volumes
enclosed by the triangular surfaces through exact Boolean opera-
tions [Campen and Kobbelt 2010; Cherchi et al. 2020; Jacobson et al.
2013], or other, more expressive volumetric operations [Angles et al.
2017]. Additionally, many algorithms allow transporting attributes
between different surfaces [Melzi et al. 2020], including skinning
weights, but only assuming that a common skeleton is shared.

2.2 Mix-and-match of Semi-regular Meshes
Our objective partially overlaps with the recent works that strive to
perform a blend of input semi-regular meshings while preserving
their regularity. QuadMixer [Nuvoli et al. 2019] combines semi-
regular quadrangulated meshes to preserve the initial tessellation
and smoothly blend the edge flow in the intersection regions. In
a similar spirit, among commercial software packages, the Modo
suite [Visionmongers 2018] provides a tool, called MeshFusion, able
to combine quad-based mesh representations with boolean opera-
tions while partially preserving their original meshing. The main
difference is, of course, that we target animated models (which, as
discussed, allows us to exploit more information but pose additional
challenges). In addition, we improve over [Nuvoli et al. 2019] by
allowing for a broader range of input, which is a necessity in our con-
text: differently from QuadMixer, our method can be applied over
non-pure-quad, non-watertight, or even locally non-manifold sur-
faces, and models consisting of different connected components. We
are motivated by these characteristics’ prevalence in video games’
animated assets. Construction of semi-regular meshes from a single
input model is a highly well-studied topic, and a few recent works
focus on the case of meshes that will be animated as blend-shapes
[Marcias et al. 2013; Zhou et al. 2018].

2.3 Data-Driven Mesh Synthesis
Data-driven synthesis is a different class of approaches that cre-
ates new content from pre-existing assets like ours. These methods
first extract the information from a predefined shape database, then
translate it into a compact representation that allows recombination
and synthesis from recombination and local modifications. Proce-
dural methods generate shapes by applying basic rules or using
predefined grammar. The space of possible shapes is spanned by
applying different sequences of derivation rules and variating their
parameters. These methods offer high-quality and editable results
and allow for composition and partial re-utilization of the portion
of meshes. There is a long tradition of procedural model genera-
tion in computer graphics. Usually, those methods are specialized
and contextualized to specific application domains such as urban
environments [Müller et al. 2006; Parish and Müller 2001]. Other
approaches rely on more sophisticated inverse procedural modeling
[Jones et al. 2020; Martinovic and Van Gool 2013; Ritchie et al. 2018].
However, those methods tend to be very specialized in the class of
shapes they can generate. Methods based on deep learning offer
a more general expressive power [Chaudhuri et al. 2019]. Those
methods might use 3D occupancy grids [Wu et al. 2016] or work on
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implicit surface representation [Chen and Zhang 2019; Park et al.
2019]. Other works follow the philosophy of mix-and-match using
deep learning [Zhu et al. 2018].

2.4 Automatic and Assisted Creation of Skinning Weights
There is a substantial interest in the industry in defining methods for
the automatic derivation of skinning weights. Most of the existing
3Dmodeling tools like Blender orMaya [Autodesk 2019; Community
2018] offer automatic or semi-automatic rigging tools. Mixamo of-
fers semi-automated tools to derive skinning weights for humanoid
characters. In academia, the first method to derive automatic rigging
of input 3D models using a combination of discrete and continuous
optimization is “Pinocchio” [Baran and Popović 2007]. Skinning
weights have been automatically derived, among other ways, as
minimizers of higher-order surface smoothness functionals [Jacob-
son et al. 2011] or elastic energy functionals [Kavan and Sorkine
2012], by proximity-based methods [Dionne and de Lasa 2013], or
by maximizing the physical plausibility of resulting deformations
(as predicted with position based dynamics) [Pan et al. 2018]. A
recent trend [Liu et al. 2019; Xu et al. 2020, 2019] uses deep-learning
to derive associated skinning weights, often in conjunction with the
skeleton.
Despite multiple attempts, deriving proper skinning weights is

still perceived as an art. Artists often prefer to customize weights to
recreate the desired deformations, traditionally, by direct painting;
innovative methods have been designed to assist and ease this task
[Bang and Lee 2018; Borosán et al. 2012].

In contrast to all these methods, which do not allow for the preser-
vation of some previously modeled and skinned assets, our work
stems from the idea of preserving the original artist’s work as much
as possible.

2.5 Animation Synthesis
There is a vast literature on methods to support the artist in produc-
ing plausible animations. Some recent approaches use deep learning
methods to synthesize natural motion or interpolate different ani-
mations in real time. These methods are usually specialized in some
subcategory of movements such as speech animation [Taylor et al.
2017] or martial arts [Starke et al. 2021]. Other methods based on
neural networks are more targeted to generate complex humanoid
motions, real-time control, and adaptation to different boundary
constraints [Holden et al. 2016]. Older data-driven approaches are
based on Gaussian processes [Grochow et al. 2004]. Despite the
realism of the produced animations, each method targets a specific
skeleton class and its relative motions set. Moreover, as opposed to
the presented method, most cited approaches are designed to mix
two movements temporally rather than combining different sets of
bones with their relative animations.

2.6 Animation Retargeting
Animation retargeting attracted significant attention in Computer
Graphics, starting from the proliferation in the 90s of systems for
transfer movements from live actors to rigged characters [Gleicher
1998]. In the beginning, these techniques have been employed to
transfer the motion between skeletons or interpolate between sparse

poses, solving the kinematic constraints to optimize the continuity
of the resultingmotion [Choi and Ko 2000]. Advanced tools usemore
sophisticated representations to avoid self-intersections [Molla et al.
2018]. The approach presented in [Hecker et al. 2008], used in the
videogame Spore, is fascinating but inherently different from our
solution. It uses predefined building blocks like limbs, heads, and
torsos to assemble new creatures, while our method can take any
part of existing characters and mix them to generate new ones.
However, techniques based solely on the skeleton might fail to

transfer surface features effectively. A class of methods tries to
bypass this problem by transferring poses directly between surfaces.
Usually, these techniques rely on a compact representation of the
deformation to be transferred betweenmeshes [Sumner and Popović
2004]. An alternative approach consists in applying forces on the
target characters and letting a physics simulation derive the correct
deformation on the target shape [Borno et al. 2018].
Data-driven approaches have become more popular with the

widespread diffusion of pre-made assets. They learn the seman-
tic correspondences between different shapes to transfer motions
plausibly [Boukhayma et al. 2017] or to automatically combine mo-
tions from different animations into new ones [Jang et al. 2008].
Data-driven methods are often used to transfer facial expressions
[Bouaziz et al. 2013] or to transfer animation in a more general
setup [Aberman et al. 2020; Gao et al. 2018]. Recently, deep learning
methods for retargeting have produced impressive results [Villegas
et al. 2018; Won and Lee 2019]. A recent method also allows us to
retarget motions extracted from video to a 3D model [Aberman
et al. 2020]. However, they require significant datasets for the initial
training phase.
In general, while animation transfer can be a powerful aid to

content creators, it cannot be expected towork reliably on drastically
different skeletons.

3 METHOD OVERVIEW
As observed, the skeleton serves as an abstract description of the 3D
model, which is ideal for this task. Our method starts with a given
mix-and-match operation, issued by the user by manipulating the
input skeletons 𝑆0 and 𝑆1, with actions such as the substitution or
the addition of subtrees (Section 4). The operation defined by the
user on the two input skeletons already produces the final output
skeleton 𝑆𝑅 (see Fig. 2). The subsequent steps blend with the other
elements to construct the output tuple.
The first step consists in constructing two weighted mappings

B0 and B1 from the original bones in 𝑆0 and 𝑆1 to the bones in
𝑆𝑅 (Section 5). These mappings are generally neither injective nor
surjective. Conceptually, each bone of the input skeletons is mapped
to the “semantically equivalent” bone in the output skeleton, even if
this equivalence can be only loosely defined and uncertain for many
bones, especially far away from the junction bones. The construc-
tion of this mapping is informed by the geometric and topological
similarity between the input and the output skeletons.

Then, a new mesh𝑀𝑅 is constructed (Section 6 and Fig. 9). This
task fuses appropriately selected sub-parts of𝑀0 and𝑀1 with a new
surface, which smoothly interconnects the two without interrupt-
ing their edge-flows. This is done by exploiting the information in
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𝑊0,1. The interconnecting shape is created using voxelized implicit
representations.
Then, a new set of skinning weights𝑊𝑅 is constructed, to link

the vertices of 𝑀𝑅 to the bones of 𝑆𝑅 (Section 7). Thanks to the
mappings B0, this task can be cast as a transfer of vertex attributes
of𝑀0 and𝑀1, i.e. B0 (𝑊0) and B1 (𝑊1) (see Fig. 11).

The final assets are not ready for the downstream application until
they are completed with behavioral information: we construct a set
of animations 𝐴𝑅 defined for the new skeleton 𝑆𝑅 , by completing
individual animations from the either input animations sets 𝐴0 and
𝐴1 (see Fig. 12 and Section 8).

4 DEFINING THE OPERATION
Amix-and-match operation can be intuitively performed by directly
working on the skeletons 𝑆0 and 𝑆1 (Fig. 2). In our system, an opera-
tion is just a sequence of various attach/detach actions, where we
can take a node 𝑏𝑖 and all its subtree from a skeleton and graft it
onto a node 𝑏 𝑗 ∈ 𝑆1 (or vice-versa), either adding or replacing the
current subtree of 𝑏 𝑗 . Multiple such actions can be issued in one
operation (e.g., when “transplanting” both arms from one charac-
ter to another). One operation directly defines the final skeleton
𝑆𝑅 and automatically triggers the steps to generate the rest of the
(𝑀𝑅,𝑊𝑅, 𝑆𝑅, 𝐴𝑅) tuple: the meshing, the skinning weights, and the
new set of animations.

4.1 Preliminary positioning and deformation
Any blending operation of 3D shapes expects a user-defined rotation,
translation, and scaling of the two models to reposition and resize
them appropriately with respect to each other, before their fusion.
In our framework, we consider this as just a particular case of a

more general preliminary operation, where𝑀0 or𝑀1 can be posed
freely as a convenient way to customize the resulting blended shape
by allowing the user to deform either shape before merging (see
for example Fig. 3). However, unless otherwise specified, all our
examples use only the default per bone translation, which we auto-
matically set as follows.
As standard, a pose consists of a rotation defined by each joint

in 𝑆0,1, optionally accompanied by an additional translation (thus
stretching or shrinking the bones), redefining the ones defined on
the rest pose. The default pose for a given operation consists solely
of an additional per-bone translation over 𝑆0. When an operation
merges a node 𝑛𝑖 ∈ 𝑆0 with 𝑛 𝑗 ∈ 𝑆1, we define a new translation,
at node 𝑛𝑖 , that brings its spatial position into the position of 𝑛 𝑗 , in
the respective rest poses. Different translations are defined in each
node when multiple operations are issued, matching multiple nodes
of 𝑆0 into multiple nodes of 𝑆1, such as a “transplant” of numerous
limbs.
Then, we smoothly propagate the defined translations over all

other nodes of 𝑆0. We do this by applying a sequence of Laplacian
smoothing operations over 𝑆0 (considering it a graph) while keeping
all the assigned nodes fixed until convergence. When a single node
is merged, the smoothing trivially results in the translation assigned
initially to that node being propagated unaltered over the entire 𝑆0,
and thus in themesh𝑀0 being rigidly translated into the appropriate
position of𝑀1; whenmultiple nodes are matched, the smoothing has

Fig. 2. Examples of the types of operations that can be easily defined on
the input skeletons 𝑆0 and 𝑆1, obtaining the output skeleton 𝑆𝑅 . Joint nodes
are pictured in red. Top: an example of composition, where a portion of 𝑆1
is added to a portion of 𝑆0 (e.g., to construct a “centaur” figure assembling
a human torso on a quadruped, like in the result visible in Fig. 1). Middle:
an addition where a portion of 𝑆1 is grafted on 𝑆0 (e.g., to get a winged
animal by grafting wings from a bird into the spine of a quadruped, like in
Fig. 12). Bottom: a multiple composition where more than one portion of 𝑆1
is assembled with a portion of 𝑆0 (e.g., to substitute several limbs from a
humanoid character to another, like in Fig. 4).

the effect of deforming𝑀0, such as the case shown in Fig. 4, where
the hip region of 𝑀0 is widened, and its torso region shortened,
improving the subsequent geometric fusion with𝑀1. We then apply
a Laplacian smoothing of the translations.

5 DETERMINING A BONE-TO-BONE MAPPING
A central phase of our method consists in identifying for each bone
𝑏𝑖 ∈ 𝑆0 the corresponding bone in the output skeleton B0 (𝑏𝑖 ) ∈ 𝑆𝑅 ,
associated with some scalar confidence value (between 0 and 1),
and likewise for 𝑆1. We construct mappings B0 and B1 as follows
(Fig. 5), and use them in subsequent phases. Fig. 6 shows an example
of the resulting mapping.

Initialization. B0,1 (𝑏𝑖 ) are initialized, for all trivial cases, with
confidence one (Fig. 5, left). Specifically: for an operation prescribing
to fuse node𝑏𝑖 ∈ 𝑆0 with𝑏 𝑗 ∈ 𝑆1, we pick the node𝑏𝑘 ∈ 𝑆𝑅 resulting
from their fusion and prescribe B0 (𝑏𝑖 ) = B1 (𝑏 𝑗 ) = 𝑏𝑘 ; for any bone
𝑏 𝑗 in 𝑆𝑅 that was created as a copy of a bone 𝑏𝑖 , if 𝑏𝑖 ∈ 𝑆0, we set
B0 (𝑏𝑖 ) = 𝑏 𝑗 , and if 𝑏𝑘 ∈ 𝑆1 we set B1 (𝑏𝑖 ) = 𝑏 𝑗 .
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Propagation. We then extend the incomplete B0,1 over all other
bones of 𝑆0,1, using an heuristic based on skeleton similarity, in
terms of both topology and geometry (Fig. 5, right). Specifically, in
each step, we process one edge in 𝑆0 or 𝑆1, connecting nodes 𝑏𝑖 and
𝑏 ′
𝑖
, such that 𝑏 ′

𝑖
is currently assigned to B(𝑏 ′

𝑖
) = 𝑏 ′

𝑗
∈ 𝑆𝑅 with some

confidence 𝑐 , and 𝑏𝑖 is not assigned yet. We assign it by evaluating
all bones in 𝑆𝑅 : for each candidate, we estimate its similarity score
with 𝑏𝑖 , between 0 and 1 (see below), and pick the node 𝑏 𝑗 with
the highest score 𝑠 . We then define B(𝑏𝑖 ) to be 𝑏 𝑗 , with confidence
𝑐 · 𝑠 , and proceed with the next edge, until all nodes in 𝑆0 and 𝑆1 are
assigned.
We are aware that the semantic of B is only lousily defined,

especially far from the junction node(s), where the confidence is

Fig. 3. An example of posing the models as a way to control the blend results.
Using the elephant model in rest pose (left) results in a bulged abdomen in
the final model, while posing the elephant with the head rotated up, and
its neck slightly stretched produces a preferable surface (right).

Fig. 4. An example of a composite operation, where both arms and legs are
transferred to from 𝑀0 (“Timmy” model, top left) to 𝑀1 (“Mouse” model,
top center). Bottom left:𝑀0, after a skinning deformation triggered by the
default per bone translations, which bring the four connected bones to
match the position of the respective receiving bone in 𝑆1; this induces some
unwanted deformations in the shoulder region. Bottom center: 𝑀0 after
smoothing the per-bone translations, which fixes the issue. Right:𝑀𝑅 .

B0 B1 B0 B1

Fig. 5. The constructions of bone-to-bone mappings B0 : 𝑆0 → 𝑆𝑅 and
B1 : 𝑆1 → 𝑆𝑅 . Left, after initialization. Right: after all propagation steps.
Observe that neither mapping is either injective or surjective, and they are
less accurately defined further away from the joining node (in red).

low. In many cases, no close semantical counterpart even exists for
a given node (for example, if a mermaid is obtained as a mix of a
maid and a dolphin, there is no “real” correspondent of the bone
relative to the left foot). Our method uses B accordingly.

5.1 Bone-to-bone similarity measure
We detail here the similarity measure between a node in 𝑆0 or 𝑆1 and
a node in 𝑆𝑅 that we use to heuristically build the rough mapping
B. We consider each skeleton as a 3D embedded tree, each joint 𝑏𝑖
having the 3D position in rest pose 𝑅(𝑏𝑖 ). Additionally, we define,
for each node, a parametric position 𝑃 (𝑏𝑖 ), as a scalar value between
0 (for roots) to 1 (for leaves), as follows: for each leaf in the tree, we
traverse the path from the root to that leaf, and assign to each node
along the path its parametric position in that path (defined as the
ratio between the traversed distance up that node, over the length
of the path). The parametric position of a node is then the average
of its parametric positions for all paths that include it.
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S0

S1
SR

B1

B0

Fig. 6. An example of bone-to-bone mappings B0 : 𝑆0 → 𝑆𝑅 and B1 : 𝑆1 →
𝑆𝑅 . The red node represents the only joint node. In thin green lines are the
relationships defined in the initialization phase, in red lines are the ones
inferred by our heuristics (Section 5).

The similarity between nodes 𝑏 𝑗 ∈ 𝑆𝑅 and 𝑏𝑖 , which is directly
connected to a node 𝑏 ′

𝑖
, with 𝑏 ′

𝑗
= B(𝑏 ′

𝑖
) is given by a weighted

sum of four criteria. While not all criteria are valid in all cases, their
aggregation is sufficiently reliable for our purposes. Specifically, we
use the following criteria and weights (determined empirically, but
different choices lead to similar results):
a) geometrical similarity (weight 0.3), defined as the average be-

tween the local directional similarity:

𝑅(𝑏𝑖 ) − 𝑅(𝑏 ′
𝑖
)

∥𝑅(𝑏𝑖 ) − 𝑅(𝑏 ′
𝑖
)∥2

·
𝑅(𝑏 𝑗 ) − 𝑅(𝑏 ′

𝑗
)

∥𝑅(𝑏 𝑗 ) − 𝑅(𝑏 ′
𝑗
)∥2

and the global directional similarity:

𝑅(𝑏𝑖 ) − 𝑅(𝑟𝑖 )
∥𝑅(𝑏𝑖 ) − 𝑅(𝑟𝑖 )∥2

·
𝑅(𝑏 𝑗 ) − 𝑅(𝑟 𝑗 )

∥𝑅(𝑏 𝑗 ) − 𝑅(𝑟 𝑗 )∥2
where 𝑟𝑖 and 𝑟 𝑗 are the two roots of the respective tree, and ·
denotes the dot product;

b) topological similarity (weight 0.3), is defined as 1/𝑘 , with 𝑘 the
number of edges separating 𝑏 𝑗 from 𝑏 ′

𝑗
, or 2 if 𝑏 𝑗 = 𝑏 ′

𝑗
(it is

maximal when 𝑘 = 1, that is, when 𝑏 𝑗 is directly connected to
𝑏 ′
𝑗
, matching the fact that 𝑏𝑖 is directly connected to 𝑏 ′

𝑖
);

c) parametric similarity (weight 0.3): defined as |𝑃 (𝑏𝑖 ) − 𝑃 (𝑝 𝑗 ) |;
d) valence similarity (weight 0.1), is the similarity between the num-

ber of connections of𝑏𝑖 and𝑏 𝑗 , defined asmin(𝑏𝑖 , 𝑏 𝑗 )/max(𝑏𝑖 , 𝑏 𝑗 ).

Injectivity bonus. Additionally, we add a “injectivity bonus” to
the similarity score of a candidate 𝑝 𝑗 to favor the construction of
injective mappings (without enforcing it). Whenever a candidate 𝑝 𝑗
has not been selected yet, we add 0.5 to its score and 0.1 if the 𝑝 𝑗
was already picked, but with confidence < 1.

6 PRODUCING THE NEW SURFACE
The task of producing the unified mesh𝑀𝑅 is central to our pipeline.
Our objective is to build a new (rest) shape that plausibly blends
the two input shapes while preserving and extending the meshing
characteristics (in terms of resolution, regularity, and edge flows).

This task is broken into a sequence of operations:

Automatic vertex selection. First, for each of the two input meshes
𝑀0,1, vertices are labeled with a “presence” value in [0..1], indicating
whether the vertex should appear in the output or not. This labeling
is fuzzy, and it is easily initialized by exploiting the information on
the respective skeleton 𝑆0,1 and skinning𝑊0,1: the presence value
for a vertex is the sum of the weights linking it to bones of 𝑆0,1
that are directly used in 𝑆𝑅 . After the assignment, we smooth the
presence values over𝑀0,1 with an iteration of Laplacian smoothing,
but without affecting any value at 0 or 1 (within a small tolerance
of 0.02).

Automatic face selection. Then, we select a subset of the mesh
polygonal faces 𝑀 ′

0 ⊆ 𝑀0 and 𝑀 ′
1 ⊆ 𝑀1 that can be preserved

unmodified in the output mesh, defined as the faces with a uniform
presence value of 1. To regularize the region’s boundaries formed
by the selected faces, we apply a morphological opening-closing
operator [Roessl et al. 2000].

Removal of secondary components. Many input models in, for
example, videogames, feature secondary disconnected components
used to model feathers, fur “flaps”, armor pieces, and so on. For
increased robustness, we identify any disconnected components
with a roughly constant presence value (we used variance smaller
than 0.04 as a criterion) and ignore them in the subsequent geometric
fusion process (Fig. 7).

Fig. 7. Automatic selection of secondary connected components. An input
model features multiple connected components that are topologically sepa-
rated from the main component body (highlighted in the top image). The
per-face selection can be made aware of this, identifying and removing
them from the subsequent mesh fusion phase (bottom right).
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The rationale is that these elements should not be blended in the
results but either be fully preserved or entirely removed. We decide
based on the averaged presence value being smaller or larger than
0.5. This simple countermeasure allows us to increase automatism
with a more significant number of existing real-world assets (see
Fig. 8).

MRMRM0 MRM0

Fig. 8. Results of automatic handling of secondary connected components.
In this example, the shirt of the input elf model is a separate, connected
component (left), which is automatically identified as almost unaffected by
the geometrical fusion (as its “presence” value is almost uniformly 1). For
this reason, our method excludes it from the fusion operation and reinserts it
after the fusion. The final result obtained in this way (right) can be preferable
to the otherwise obtained (middle).

6.1 Definition of the interconnecting implicit surface
Next, we generate the shape of the connecting geometry that will be
used to smoothly join𝑀 ′

0 and𝑀
′
1. We identify the affected volume

region as the minimal Axis Aligned Bounding Box encapsulating
all vertices that are not either fully 1 or fully 0 (within a small
tolerance of 0.01) and sample each voxel inside this volume on a
regular lattice at a fixed resolution (the voxel size is defined as 0.8
times the minimum of the average edge lengths in𝑀0 and𝑀1).
At each voxel, we compute the Signed Distance Function (SDF)

[Curless and Levoy 1996] values 𝛿0 and 𝛿1 from𝑀0 and𝑀1 respec-
tively, and record the presence values 𝑝0 and 𝑝1 of the two closest
point on𝑀0 and𝑀1, found by interpolating the per-vertex values
inside triangular faces (splitting non triangular faces into triangles).
To compute the values 𝛿0,1, we use the Generalized Winding Num-
ber [Jacobson et al. 2013] over𝑀0 and𝑀1 respectively, using [Barill
et al. 2018], which extends the definition of the sign of the SDF to
open meshes.
We then produce a resulting SDF value 𝛿𝑅 for that voxel as a

function of 𝛿0,1 and 𝑝0,1. Many ways to do this are explored in liter-
ature [Angles et al. 2017; Bernhardt et al. 2013; Gourmel et al. 2013],
resulting in different transition shapes. In our case, we obtain good
results using just two different basic solutions chosen according to
the semantics of the skeleton operation.

𝛿𝑅 =

{
𝑝0 𝛿0+𝑝1 𝛿1

𝑝0+𝑝1 for replacement operations
min (𝛿0, 𝛿1) for addition operations

(1)

In words, we perform a simple implicit union operator for oper-
ations involving the addition of subtrees to a skeleton (see Fig. 2,
middle). We use a simple implicit blend operator for operations
involving the substitution of subtrees, i.e., addition and removal
of subtrees (see Fig. 2, top and bottom). While prone to some limi-
tations (discussed in Sec. 10.1), this simple solution works well in
practice.
The resulting voxelized field describes the shape of the piece of

the surface, which will be used to interconnect𝑀 ′
0 and𝑀

′
1.

Construction of the interconnecting meshing. We then produce a
meshing for the connecting geometry. We construct a new mesh-
ing 𝑀𝐽 that seamlessly fuses with the open boundaries of 𝑀 ′

0,1,
extending their edge flows. The final mesh 𝑀𝑅 is the defined as
𝑀 ′
0 ∪ 𝑀 ′

1 ∪ 𝑀𝐽 . This operation follows the spirit of [Nuvoli et al.
2019] but sets apart from it by dropping the requirement on the
closed mesh, two-manifold, and pure-quad to match our typical
scenario (videogame assets).

Using the presence field, we first determine the part of the original
meshes that need to be preserved. Then, we mesh the result of the
composition of the two distance fields in the region where the two
meshes are not maintained. At this point, we want to attach the two
preserved parts to the new implicit surface that blends them. We
first associate each border of the preserved mesh with the borders of
the blending surface. Then we use an approach similar to [Duncan
et al. 2016] to blend and merge between borders, and we perform
some simple local remeshing operations on the borders to elimi-
nate degenerate triangles. Finally, we tessellate the newly created
surfaces using the approach of [Pietroni et al. 2021], which merges
between the original flows and creates a high-quality quadrilateral
mesh. This process is overviewed in Fig. 9.
The method we defined for a single operation on two models

can be easily extended to composite operations on more than two
models (see Fig. 10 for an example). We define a single SDF for the
entire operation, and, in each voxel, we compute 𝜎𝑅 according to
the single sub-operation involving the two highest presence factors.

7 DETERMINING THE NEW SKINNING WEIGHTS AND
OTHER PER-VERTEX QUANTITIES

Our strategy to construct𝑀𝑅 allows us to transfer any per-vertex
attribute (e.g. colors) originally stored in the input meshes𝑀0,1.

For any vertex in𝑀 ′
0 or𝑀

′
1 , we simply copy the attribute from𝑀0

or𝑀1. For each vertex 𝑣 𝐽 in𝑀𝐽 , we take the two vertices 𝑣0 and 𝑣1 in
𝑀0 and𝑀1 respectively, that are closest to 𝑣 𝐽 , and interpolate their
attributes using, as interpolating factor, 𝛿𝑅 in equation (1) computed
in the volumetric structure at position 𝑣 𝐽 . Vertices 𝑣0 and 𝑣1 and
the delta values are quickly recovered leveraging on the volumetric
voxel-based structure used to construct𝑀𝐽 .

7.1 Skinning weights
The skinning weights𝑊0 and𝑊1 cannot be transferred directly from
vertices of𝑀0,1 to𝑀𝑅 , because they are defined over the respective
skeleton 𝑆0,1. In order to transfer them, we first retarget them, simply
as𝑊 ′

0 = B0 (𝑊0), and𝑊 ′
1 = B1 (𝑊1) (this operation denotes a re-

indexing of the bone weights, including when necessary the sum of
the weights associated to pairs of bones of 𝑆0,1 that are mapped by
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Fig. 9. The pipeline to produce a meshing𝑀𝑅 from the input meshes𝑀0,1 (transparency alpha values reflect the per-vertex presence value). The two meshes
are first sampled into two Signed Distance Fields (1), which are blended into one unified blending field (2), and extracted isosurface is cut (3) to match the two
sub-meshes𝑀′

0,1 selected from𝑀0,1 (4). The results are fused into one mesh (5), and the final results are re-meshed (5).

Fig. 10. We compose three different models to obtain the final result: the
head and the feet from one of them, the hands from another, and the torso
from the third. In the composite model, we highlight in red the junctions
produced by our method.

B0,1 into the same bone of 𝑆𝑅 ). This process gives good results in
spite of the mappings B0,1 being possibly inaccurate far from the
joining node.
Next, we transfer the two sets of retargeted skinning weights

𝑊 ′
0 and𝑊 ′

1 from 𝑀0 and 𝑀1 into 𝑀𝑅 , treating them as any other
attribute.
Finally, we do a pass over the obtained weights to re-enforce

sparsity, that is, to enforce that only up to 𝑁 weights are non-zero.
We do this simply by setting to zeros all but the 𝑁 = 4 largest
weights and re-normalizing the results so that it sums up to 1.

0

1

R

Fig. 11. An example of the set of skinning weights𝑊𝑅 resulting from blend-
ing the two input sets𝑊0 and𝑊1. The color coding shows the zone of
influence of one abdominal bone, which is the connecting bone of the oper-
ation, present in all three models). Weight isolines (white) reveal that the
influence matches the two models in the respective areas.

7.2 Colors and texture
In our work, we do not focus on texturing or UV-maps, which
are usually part of the inputs meshes in a videogame context. Ide-
ally, the newly produced𝑀𝑅 can be enriched with a novel texture,
obtained by resampling the input textures, with, possibly, using
texture-synthesis strategies [Akl et al. 2018] to produce an auto-
matic transition between these original textures. This would also
require, as a preliminary step, the production of a UV-map for𝑀𝑅 ,
either by creating a new one from scratch (which is a well studied,
but open, problem), or by adapting the combined UV-maps of𝑀0
and 𝑀1 (e.g. after [Maggiordomo et al. 2021]). We consider these
tasks as orthogonal to our objective, and leave them to future stud-
ies. As a cheaper fallback strategy (used in all the renderings in this
paper), we apply the original UV-maps and textures verbatim over
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𝑀 ′
0 and 𝑀 ′

1, and we color the junction piece 𝑀𝐽 using per-vertex
colors attributes instead. To do so, we first bake texture colors into
per-vertex color attributes in both 𝑀0 and 𝑀1, and then interpo-
late them into𝑀𝐽 , like any other standard attribute (resulting, as a
drawback, in blurred colors in𝑀𝐽 ).

8 DETERMINING THE NEW ANIMATIONS
Lastly, we need to produce a new set of animations𝐴 for the skinned
model. Automatically production of new animations, or re-targeting
of existing ones, are exceedingly complex tasks, deeply studied in
literature from a variety of angles (see Sections 2.5 and 2.6), and are
ultimately open problems. In our scenario, we can, instead, rely on
the existence of high-quality animations already designed for and
consistent with every sub-part of the final skeletons. We decide to
cast the problem as the task of completing existing animations from
either input model with data coming from the set of animations of
the other, without “inventing” any new animation data; this also
takes full advantage of the intrinsic mixability of skeletal animations.

We repeatedly take a given animation 𝑎 from either sets 𝐴0 or 𝐴1
and complete it by using the information extracted from the whole
other set by carefully selecting any frame in the latter for each
frame in 𝑎. This process can be applied to any animation in𝐴0 ∪𝐴1;
which one is useful depends on the context and the semantics. In
our prototype, we let the user choose or, by default, complete all
animations.

8.1 Completing an animation
One animation 𝑎 is a sequence of timed keyframes (𝑘0, 𝑘1, ...), each
keyframe defining a per-bone local rotation (occasionally, a trans-
lation, modifying the ones otherwise inherited by the rest pose)
concerning its parent node. As a preliminary step, we re-sample the
animations by interpolating keyframes at a regular time interval
(we used 30 frames per second) to ensure that the process is robust
to both sparse and dense input keyframe sequences.
Consider, for example, the generation of an output animation 𝑎

for skeleton 𝑆𝑅 from an input animation 𝑎′ ∈ 𝐴0, which is initially
defined for skeleton 𝑆0.
We produce a keyframe 𝑘 in 𝑎 for each keyframe 𝑘 ′ in 𝑎′. A

trivial idea would be to define mapping 𝑘 = B0 (𝑘 ′), i.e. to copy
the local rotations of each bone 𝑏𝑖 ∈ 𝑆0 into the local rotation of
the corresponding bone B0 (𝑏𝑖 ) ∈ 𝑆𝑅 . However, this gives terrible
results because, as noted, the mapping B0 can be very approximate
for many bones and is not even necessarily surjective (not all bones
in 𝑆𝑅 would receive a transformation).
Instead, our strategy is to only use B0,1 to identify a proper

keyframe 𝑘 ′′ (defined over skeleton 𝑆1) from any animations in
𝐴1 (a task for which 𝑀0,1 needs only to be minimally accurate on
average). Then, we assign all per-bone rotations of 𝑘 , picking them
from 𝑘 ′ or 𝑘 ′′ (see Figure 12).
The crucial part of this process is the selection of 𝑘 ′′ from a

given 𝑘 ′. We choose not to limit the choice to keyframes of a single
animation in 𝐴1, nor to pick consecutive keyframes from a given
animation. While this would be an easy route to enforce temporal
continuity in the final animation, we want to exploit the entire range
of behaviors captured by the whole input set of animations. Instead,

1
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Walk ∊ A1

Walk ∊ A1
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2

Fig. 12. An example of the construction of one animation in the output set
𝐴𝑅 . Given a target animation 𝑎 ∈ 𝐴0, originally defined for skeleton 𝑆0, we
produce a corresponding animation𝑎′ ∈ 𝐴𝑅 , for skeleton 𝑆𝑅 , by electing, for
each keyframe of 𝑎 (left), one appropriate best matching keyframe (right),
choosing among all keyframes in any animations in𝐴1, according to several
criteria – see text. Then, the two keyframes are fused into a new keyframe
of 𝑎′ (center) via the bone-to-bone mapping B. See also attached videos for
this and other examples.

we pursue temporal continuity explicitly as just one criterion to be
balanced against others (as discussed later).
Our selection strategy relies upon the notion of keyframe-to-

keyframe distance. We evaluate all the candidate keyframes (i.e., all
keyframes of all animations in𝐴1), assign them to a score measuring
similarity and continuity, and select the highest scorer.

Keyframe-to-keyframe distance. To compare keyframe 𝑘 ′ (for 𝑆0)
and 𝑘 ′′ (for 𝑆1), we first apply our bone-to-bone mapping B to both
and then evaluate the similarity of B(𝑘 ′) with B1 (𝑘 ′′). To apply
a B to a keyframe 𝑘 means to inject all local rotations defined for
a bone 𝑏𝑖 ∈ 𝑆0 to the bone B(𝑏𝑖 ) ∈ 𝑆𝑅 . The bones in 𝑆𝑅 that are
not reached by any bone (as B is not surjective) are assigned to the
identity, and the bones in 𝑆𝑅 that are reached by multiple bones (as
B is not injective) cumulate the rotations.
Keyframes B0 (𝑘 ′) and B1 (𝑘 ′′) can then be compared bone to

bone by computing their global rotations (with direct kinematics,
as commonly done during the execution of a skinning animation)
and adding together the similarities between the resulting global
rotations. The similarity between two global rotations is defined as
the absolute value of the dot product of their quaternionic repre-
sentations (using the absolute value produces the correct similarity
measure, despite a rotation being potentially expressed by two op-
posite quaternions). Each contribution is weighted by a confidence
value derived from B, defined, for each node in 𝑆𝑅 , as the sum of
all confidence values mapped on that node by B.
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Fig. 13. Input models are not required to be watertight and can contain
meshing artifacts such as non-manifold edges, as shown in the insets.

The rationale of this procedure is to favor the selection of a
frame where the parts that have been substituted have a behavioral
similarity with the parts that substituted them.

Temporal continuity. We favor the selection of keyframes result-
ing in temporal continuity by evaluating the keyframe-to-keyframe
distance between the currently processed frame 𝑘𝑖 and its candi-
date 𝑘 𝑗 , and between the few subsequent and precedent keyframes
from the respective animations. In our experiments, we add the
distances between the two keyframes at temporal distance 1 step
with a weight of 0.2 and the two keyframes at temporal distance
two steps with a weight of 0.1. We improve the temporal continu-
ity of the results by performing a light final temporal smoothing
in the keyframes of the resulting animations. Standard keyframe
interpolation in the downstream application mechanisms improves
temporal continuity in the final results.

9 RESULTS
We integrated our system into an interactive editor that allows the
artist to control the result of the mixing operations (see attached
videos). The editing system offers the artist an instrument to attach
new portions of existing skeletons on top of others or to replace a
part of an existing skeleton with the one taken from a second model.
The user can combine multiple such mixing operations; the system
quickly previews the final result. This preview does not include any
mixing steps, yet it is still a valuable tool to promptly grasp the
final result. After the preview, the system produces the final result,
consisting of a rigged, skinned, and animated high-quality mesh,
which can be inspected (using any newly produced animations).

Our interactive approach allows the user to easily navigate among
similar possibilities. For example, the accompanying video shows
a sequence where the user tries and discards a small succession
of attempts, resulting from slightly different edits (such as the se-
lection of nearby bones for the attaching point) before landing on
the preferred solution. All such operations generate models with
a comparable quality (e.g., in terms of meshing quality), so user
discretion is the deciding factor.

We performed our tests on a laptop computer with a Ryzen9, 3.3
GHz processor with 16GB of RAM. We used OpenVDB [Museth
et al. 2013] for the operations and Gurobi [Gurobi Optimization
2018] to solve the linear-integer problems involved in the phase of

remeshing (see [Nuvoli et al. 2019] for details). Our implementation
used also other external processing libraries including VCG Library
[CNR 2013], CG3Lib [Muntoni and Nuvoli 2021], libigl [Jacobson
et al. 2016] and Eigen [Guennebaud et al. 2014].

Fig. 14 shows the input models and their recombination, showing,
for each result, one final pose captured from one of the synthesized
animations. Fig. 15 shows an additional model in different poses.
Differently from [Nuvoli et al. 2019], our system does not make any
assumptions on the input mesh and can manage open, non-manifold
meshes, multiple components, and non-quadrilateral elements. In
the additional materials, we provide 35 animations showing the
animations of 9 models that have been obtained, combining 16
different starting characters, featuringmany different characteristics
from models that have non-manifold artifacts (see Fig. 13).
The generation of these results required, on average, about 12

seconds, with a minimum and maximum running time of respec-
tively 3 and 42 seconds. The running time mainly depends on the
number of operations performed, the voxel size, and the intersected
area’s size. The most expensive procedures concerning time and
memory footprints are extracting and blending the fields.

Evaluation of produced skinning weights. Fig. 16 shows a compar-
ison of the skinning weights obtained with our blending method
and the skinning weights generated by the automatic tool provided
in Maya [Autodesk 2019]. In each figure, we used Dual Quaternion
Skinning [Kavan et al. 2007] to compute the mesh pose. As expected,
our method preserves as much as possible the original skinning
weights provided by the artist and smoothly blends in between,
generating no artifacts. We believe that the advantages provided
by our method will be even more evident in the cases where the
skinning weights are not directly related to the distance between
the surface and the closest point on the skeleton, which is a common
scenario for video game assets. Currently, no method is capable of
a context-aware mix between weights and mesh, so the complete
re-assignment of skinning weights is the only available option.

9.1 Comparison with traditional asset production pipelines
To get a first indication of the potential impact of our integrated
semiautomatic technique, we hired a professional digital artist to
obtain a comparable result with standard techniques. The example
chosen for this experiment is the one visible in Fig. 1 and Fig. 3.
The artist (credited at the end) has been provided the same initial
assets and tasked to obtain the result visible in the images described
verbally. The entire session has been recorded, and a time-lapse is
provided in additional material. Using a standard digital produc-
tion suite [Autodesk 2019], the artist proceeded to manually fuse
and retopologize the mesh, combine the two skeletons, refine the
skinning weights, and finally, key-frame edit one single walking
animation. The process took 5.5 hours of high-paced work, includ-
ing 2.5 hours of interaction with the editing system. In comparison,
with our system, around 2 minutes of user interaction, plus less
than 15 minutes of automatic computation, produced a comparable
result, endowed with an entire set of animations (the union of the
complete sets of animations from both original models). The pro-
cessing time was mostly spent on producing the set of animations,
with the re-meshed and skinned model available for inspection after
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Fig. 14. Models obtained by mixing different inputs in different ways. For each model, we show the inputs in rest pose and the result in one animated pose.

about 10 seconds. The interaction time included a few attempted,
previewed, and rejected mixing operations in the search for the
desired effect. A preliminary assessment by the artist indicates that
our result is directly usable.

10 CONCLUSIONS
Given the high quality of the generated results, we believe our
methods could significantly impact the entertainment industry. In-
tegrated into current software for 3D modeling, it would provide
a powerful tool for artists to reuse parts of their well-designed
characters automatically.

Our method takes as input a typical asset used in the videogames
or animation industry, with no assumption on the structure of the
input meshes, their animation, or the details of their creation (see
Fig. 13). We defined a new operation that considers both rigged mod-
els and their animation as compact tuples that can be recombined
to create new ones. The result is a new complete asset, including
geometry, rigging, and a new animation set, ready to be integrated
into games or other immersive applications.

Despite current limitations, our system can lead to a new direction
for creating models in the industry, significantly reducing the entire
process’s cost.
We believe that modeling-by-composition will soon consolidate

as a new strategy for content creation as it is the perfect application
domain for deep learning techniques.

10.1 Limitations and future work
Our method suffers from various limitations.

Loss of meshing symmetry. Our approach is not guaranteed to
reproduce input symmetries (e.g., bilateral symmetries) in the output
meshing, as visible, for example, in the closeup in Fig. 1. Loss of
symmetry is a recurring limitation in many automatic remeshing
algorithms [Bommes et al. 2013], even if countermeasures have been
proposed and could be employed [Panozzo et al. 2012].

Geometric problems. Our geometric fusion and skinning transfer
strategy work best when blending surfaces with similar orientations.
When the orientation differs drastically, the computation of the SDF
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Fig. 15. We can create a new hybrid animated model – a mermaid – using
the upper part and upper limbs of a female humanoid and the tail and fins
of a dolphin. The final result, available in the supplementary material video,
is a mermaid with smooth animations ready to be used.

might produce unexpected geometry and the associated skinning
weights (see Fig. 17). While a user can easily circumvent this by
controlling the shape of the fused figure using the preliminary
posing (Sec. 4.1 and Fig. 3), this observation can be exploited to
attempt to automatize this phase. Another countermeasure could be
to adopt more sophisticated gradient-based operators to composite
SDFs [Angles et al. 2017].

Limitations of animations. One strength of our unified approach
is that it produces ready assets, which include animations for the
new rig. Specifically, the new animations are obtained by completing
existing animations, initially designed for either rig, with accom-
panying motions extracted from an animation initially designed
for the other rig; in other words, instead of attempting to synthe-
size any new motion, we only recombine the input hand designed,

Ours Automatic generation

Fig. 16. The figure shows a comparison between the rig recombined with
our method (left) with the automatic skinning made by commercial soft-
ware (right). Recomputing skinning weights from scratch can reveal visible
artifacts (we highlighted them with arrows). These artifacts might be even
more extreme in the case of non-humanoid characters.

high-quality animations. This approach has both obvious benefits
and limitations. In many cases, the produced animations are usable

Fig. 17. Blending between two parts having significantly different orien-
tations may produce artifacts in the interconnecting surface (top) and the
model deformation (bottom).
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Fig. 18. A few frames of a swimming animation produced by our method
for a creature that we obtained by attaching the upper torso of a model to
another one. The method fails to produce a viable swim animation for the
resulting six-limbed creature, despite one of the input assets (but not the
other) coming with its swim animation.

either directly or as a starting point for further editing (see attached
video); it cannot, however, be expected to divine new complex be-
havior of the new creature when they cannot be extracted from
either set of motions. We depict one example of such failure in Fig-
ure 18, where the system fails to believably complete a swimming
animation of the output creature (as the second model had no swim-
ming animation, and a six-limbed creature would probably swim in
a completely different way).

Self-intersections during animations. Even if
the initial animation does not self-intersect, we
cannot guarantee that the final result will be
free of self-intersection (see the inset). Indeed
we do not perform any check nor attempt to
solve that issue. A possible solution to this issue
could be choosing only the frames that do not

generate self-intersecting models.

Processing speed. The implementation is currently not real-time.
Making our method interactive by improving our algorithms’ effi-
ciency or engineering the implementation would ease the integra-
tion on real industrial pipelines. The current implementation offers
considerable space for distance field representation and manipula-
tion optimization.
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