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Abstract

E-government service integration process has recently become an

important research topic in e-government domain since many countries

have developed various levels of e-government services. Non-

interoperability between government agencies in service delivery

implementation and platform posing the technical challenge, and the lack of

the formulated modelling framework is the main methodological obstacle

on the way of achieving dynamic delivery of integrated e-government

services.

This research is a study of the problems associated with the integration

and delivery of integrated e-government services, and proposes a novel

solution to tackle them. We start with investigating the fundamentals of e-

government as a field of research to build a sensible argument for the

questions investigated by this research, which lead to the exposure of the

methodological as well as technological problems with the mechanics of e-

government in the areas of service integration and delivery.

The outcomes of this study in Chapters 3, 4, 5, 6, and 7 respectively 1)

suggests the most practically relevant and technically possible evolutionary

pathway to e-government transformation, 2) proposes a modified software

engineering process to achieve such transformation, 3) develops an

innovative framework for modelling the service integration, 4) proposes an

ontology as its knowledgebase, and 5) develops an innovative and

intelligent software to support the practice of service integration and

delivery. These outcomes collectively result in the introduction of a novel,

complete and coherent solution for the abovementioned problems.
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This research is a cross disciplinary study of software integration

engineering frameworks, e-government service delivery platform and

semantic web technology, all working to devise the most efficient and

robust framework of using semantic web capabilities to enable the delivery

of integrated e-government services in an intelligent platform.



Chapter 1:
Introduction

1.1 Background

E-government is defined as:

The use by government agencies of information technologies

(such as Wide Area Networks, the Internet, and mobile

computing) that have the ability to transform relations with

citizens, businesses, and other arms of government. (The-World-

Bank, 2007)

Rapid growth in Information and Communication Technology (ICT)

has substantially dominated the ordinary citizen’s everyday life. One visible

extension of this change is measured by the recent surge in public

administration service delivery in the Internet domain. In recent years,

countries of European Union, North America and many Australian

government agencies have developed extensive e-government services for

individual citizens as well as for private businesses.

This rapid growth in e-government services has resulted in duplicate

and redundant services that could lead to confusion for customers and add

complexity to conduct business with government when more than one

government agency is involved. Customers who want to deal with

government must first discover which part of government provides their

desired services, and this problem can become even more complicated if

there are multiple agencies involved, in which case the problem of



Introduction 13

interoperability and incompatibility of these services would add to the

already complicated equation.

Early steps towards ICT interoperability were taken in the early 1980s

when standardisation in ICT started as a typical response to concerns

related to proprietary systems (Guijarro, 2007). Since then, standardisation

has come a long way in easing the burden of connecting disparate and

incompatible systems by introducing many engineering protocols.

The Australian Government has made fundamental changes to the way

it works since the late 1990s under the influence of the rapidly growing

capabilities of the Internet. This Government has started the implementation

of a long-term plan to achieve a unified and integrated web presence for all

its agencies across all levels of government (IMSC, 2007). The integrated

government e-services initiative was intended to eliminate redundant

systems and significantly improve the Government’s quality of customer

service, as well as to generate a dramatic increase in the number of services

provided to citizens over the Internet. Integration of e-government services

would result in the creation of composite services, increasing greatly the

number of information resources and services available to the public

through individual agencies. Considering such an ambitious target, the

semantic and technical interoperability of integration solutions remains the

main problem. This research is committed to proposing a solution to

interoperability problems for e-government service integration and delivery.

This chapter is an overview of the research conducted in this area. It

helps readers to obtain a cohesive picture of the research conducted in this

study and consists of four main sections. Section 1.1 is the problem analysis

of this study and explains the research issues that this study attempts to

tackle. Section 1.2 is a brief description of the contribution of this study to
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the body of knowledge in the area of delivering integrated e-government

services to services users. Section 1.3 illustrates the overall structure of this

thesis. Finally, Section 1.4 offers a list of the author’s publications related

to this study.

1.2 Research Questions

Government policies lean towards encouraging the use of the Internet

by agencies to promote the efficient delivery of all appropriate services and

programs to citizens and other services users. These policies have led to

considerable investment in Internet-based service delivery by agencies.

Based on a preliminary investigation and the literature review, the

following problems have been recognised from the study of existing

Government to Citizen (G2C) service delivery systems, and research

recommendation is extracted for this study.

In order for e-government service integration to become a success it has

to handle the following issues:

1) Incompatible interagency process and workflows,

2) Unfamiliar semantics,

3) Complex inter-agency regulatory rules,

4) Development of duplicated and redundant services, and

5) Automatic composition and delivery of services.

A higher level of intelligence in service delivery is a highly desired

attribute of e-government systems that could add great value to such

systems. Under the guidance of the Australian Federal Government (IMSC,

2007), agencies have launched personalised information delivery services;
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however, these efforts are not in line with a unified structure that is planned

for the maximum efficiency of government future integration projects.

Therefore, this study recognises that to resolve the five aforementioned

issues, it is important to focus on, and find answers to, the following

research questions:

Question one: What is the most intelligent framework for e-

government service integration and delivery?

Recent efforts by public administration to transform itself have resulted

in drastic changes in public service delivery mechanisms. Moving towards

an electronic means of delivering services was the most important step in

the creation of a new paradigm in public service delivery called ‘e-

government’. Integrated e-government is expected to bring increased

efficiency, better and more available services and increased participation by

both government agencies and citizens. Citizens in particular must be able

to access e-government integrated services effortlessly with minimum

working knowledge of their operation.

Integrated delivery of e-government services is one of the most

important steps towards ubiquitous government; however, there is no

proven framework to develop and deliver e-government integrated services

in a coherent, repeatable way. All e-government service integration efforts

investigated by this research seem to have been done on a case-by-case

basis, without a unified methodological framework (Mugellini, 2005, Guidi

et al., 2007) that could be applied to different government systems.

In this research, we pay special attention to the mechanics of e-

government service delivery, and within this topic we highlight the lack of

a formulated modelling and implementation framework as the main

methodological problem in achieving seamless delivery and integration of



Introduction 16

e-government services. The main focus of this study, then, is to investigate

the integration of e-government at Service Delivery Level. This problem is

closely related to issues 1, 2 and 4 mentioned above.

Question two: What and how can semantic web technology be used

to overcome the technical difficulty of automatic integration and

delivery of e-government services?

Service Oriented Computing (SOC) (Munindar et al., 2006) is a

software architecture domain that defines a framework to enable building

new software applications from existing building blocks (web services).

Achieving the best outcome in the integration and delivery of e-government

services would require a facility capable of composing web services, not

only from one service provider but from different locations and providers.

This is a highly complex task and it is already beyond human capability to

deal with the whole process manually.

The traditional workflow design paradigm relies heavily on humans

who specify the business processes in design time. However, such a manual

design approach is not suitable for many cases such as:

1) Inter-agency workflow that crosses autonomous organisational

boundaries and requires experts who possess the knowledge

required for defining workflows from the constituent organisations,

and

2) Customised workflows that might suit individual service users,

which would require many variations and make it infeasible and

error-prone to predefine the complex workflow in advance (design-

time).
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Researchers have often suggested the use of semantic web technologies

to manage and dynamically configure the composition of web services.

Dynamic configuration of integrated web services will enable integration

applications to use ontology as an information source to create personalised

alternative workflows to meet the requirements of specific service users

(citizens) or in response to changing customer preferences in run-time. It

also can be a fatal problem for composite service workflows if one or more

services fail at run-time. This problem is closely related to issues 1, 2, 3 and

5.

1.3 Research Objectives

Achieving repeatability is perceived to be one of the most fundamental

attributes of any framework in any engineering discipline. Many research

projects are currently attempting to formulate modelling strategies utilising

new technologies and development techniques proposed in the Service

Oriented Architecture (SOA) (Erl, 2005) domain. In the absence of a

documented best common practice of design and modelling techniques for

e-government service integration, it would be greatly beneficial to discover

such common practice and describe the detailed specifications of a

repeatable modelling framework for such projects. At the same time, the

absence of an intelligent delivery platform for integrated e-government

services is the other significant problem concerning the concept of e-

government service integration and delivery. Hence, the main objectives of

this study are recognised as follows:
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1) To investigate and recognise the actual e-government evolutionary

trend and propose the most practical and realistic transformation

strategy for e-government.

2) To investigate currently proposed e-government service integration

models in order to scope the problem domain, including service

integration practices and the classification of e-government service

integration strategies. This is essential to discover the

implementation and technical strategies of current solutions,

3) To propose detailed specifications of a repeatable modelling

framework for the delivery of e-government integrated services.

This needs to be a repeatable modelling process, clearly defining all

the tasks and activities needed to effectively model integrated

service workflows and having more effective management control

over all development activities, and

4) To select the technology and develop the most efficient

knowledgebase component for the intelligent automation of the e-

government service integration and delivery system.

5) To propose a delivery platform for integrated e-government

services. This prototype application needs to make use of semantic

web technologies to create and manage personalised configuration

for composite e-service workflows. The platform will be used to

deploy and deliver integrated e-government services in general.

1.4 Significance

Government institutions across the world, at national, regional, and

local levels, are significant consumers of technology. Governmental
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services affect us all. They can range from areas of defence and national

security to health, taxation, law enforcement, judiciary, environment,

energy, social services, disaster management, and land use management.

Web services technology has been embraced by industry and

governments as the new standard for enabling an organisation to transact

with its partners over the Internet in support of its overall business strategy.

IT culture within the public sector has long been known to be unique. The

responsibilities of managing a wide range of often critical public services

establish a distinct set of priorities that cannot be compromised, especially

when it comes to reliance on technology.

Web services technology adoption has grown substantially in

government agencies in federal, state, and local sectors. There is an

increasing realisation that the strategic benefits of service-orientation can

help overcome many of the traditional cost and efficiency-related IT

problems (Juneja et al., 2008).

The outcome of this study will significantly improve the current

position of e-government service delivery practices by introducing an

effective and relatively easy-to-follow framework for the integration and

delivery of e-government services. This study will provide an innovative

design for e-government service integration and delivery workflow

management, using intelligent design to handle dynamic workflow

composition and failure recovery at run-time, such that it would enable

ordinary citizens to create personalised composite service and execute them

to achieve desired legal outcomes. It makes use of the semantic capability

of ontology to achieve this objective.

Semantically transparent e-services make it possible for clients to

successfully use services that are dynamically discovered without prior
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negotiations between the workflow composer (client) and service providers

(government agencies). Such goals are important for web service

environments, including G2C as well as Government to Business (G2B)

applications (Burstein et al., 2005).

1.5 Contributions

This research makes the following contributions to the theory and

practices of e-government service integration and delivery:

1) Present arguments to establish a theory for the proposal of the most

practically relevant and technically possible evolutionary pathway

to e-government transformation, based on the body of evidence

presented in Chapter 2

2) Proposal of a modified software engineering process to deal with the

specific tasks and activities of service integration projects. This new

engineering process is called Service Integration Engineering (SIE)

and is designed to handle the complexity of developing integrated

e-government services.

3) Development of an innovative E-government Service Integration

Modelling (ESIM) framework, recognising that the ability to offer a

citizen-centric view of government model is the key to a successful

e-government service delivery. We adopt the LifeEvent model

which is the most widely-adopted paradigm supporting the idea of

composing a single complex e-government service that corresponds

to an event in a citizen’s life. In our interpretation of LifeEvent,

elementary building blocks of LifeEvent are web services offered

by multiple government agencies or other business partners. This
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research defines ESIM as a framework based on ontological

analysis and modelling that makes extensive use of the LifeEvent

concept. ESIM is a top-down abstraction approach in requirements

elicitation and modelling to define and implement the design of

LifeEvent in the context of e-government service integration and

delivery.

4) The conceptual design of LifeEvent upper ontology. This ontology

will provide knowledgebase support for the implementation of the

LifeEvent Ontology Oriented Integrated Services platform within

the e-government domain. LifeEvent ontology is a logical extension

of Ontology Web Language for Services (OWL-S); we are

interested in extending this existing approach to enable the design

of a LifeEvent Metamodel. This Metamodel is to be used as an

alterable workflow for a composite service. The resulting ontology

covers specific web services semantic concepts to implement the

phenomenon of LifeEvent in the context of e-government by:

a) facilitating the construction of alternative integrated service

workflows from entirely different web service vendors;

b) enabling the repair or re-configuration of LifeEvent workflows

in runtime;

c) the invocation of web services according to the workflow

sequence and user preferences at run-time.

5) LifeEvent Ontology Oriented Integrated Services (LOOIS) platform

is the fifth contribution of this study. It is a prototype software

system for delivery of personalised LifeEvent to customers. This

platform will make use of semantic web technology as the
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knowledgebase of its core functionality and will validate the

modelling assumptions of the ESIM framework. LOOIS will make

use of enhanced semantic web technology design techniques

specialised to achieve more intelligently manageable dynamic

integration of elementary e-government services from multiple

sources.

1.6 Research Methodology

The research methodology applied in this study is a set of methods,

procedures and tools to conduct research in a certain domain (Nunamaker

and Chen, 1990). A number of research methodologies are proposed,

among them case study, design research, field study, experimental, and

action research. This research will apply design research methodology

(AIS, 2007) to achieve the desired objectives of this research.

1.6.1 Design Research

The focus of design research is on preparing and analysing artefacts in

order to gain insight into research problems. Based on the principles of this

model, this study plans to achieve its objectives in the five steps illustrated

in Figure 1.1.
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Figure 1.1: General methodology of design research (AIS, 2007)

Awareness of Problem: This is the starting point of the design

research, in which we focus on the investigation of current general e-

government service applications and development, and in this investigation,

meaningful research problems are identified. A survey-based approach has

been used to investigate the state-of-the-art and characteristics of the

current software development industry. The survey is designed to evaluate

and compare the trends in academic literature with current industry

practices. We were particularly interested in discovering the tools and

methodologies used in web services delivery. In this step, a sufficient

quantity of related literature is reviewed to clarify the research questions.

The areas of review address e-government in general, software engineering

process, e-service integration, semantic web, ontology, and knowledgebase

systems. In this step, research problems are clarified and defined using



Introduction 24

broad literature review and also a survey of the industry practice. The

research problems must clearly reflect a gap between existing applications

and expected status. The corresponding output of this step is a research

proposal.

Suggestion: Following the identification of research problems, a

research method process is suggested. The research process describes what

the intended artefacts will be and how they can be developed. Suggestion is

a creative step towards new functionality foreseen either as a novel

configuration of an existing element in a system or adding elements. This

research has applied a method of system prototype development in order to

validate the theoretical assumptions and concepts.

Development: Artefacts developed in this step testify to the feasibility

and reasonability of the original design. The artefacts are built in an

iterative process wherein an initial prototype evolves in an incremental

manner as the researcher gains a deeper understanding of the research

problem. The techniques for implementation will vary according to the

artefact to be constructed. The knowledge obtained in this step is fed back

to the previous step in order to revise the design and the proposal.

Evaluation: Once constructed, the artefact is evaluated according to

criteria that are always implicit and frequently made explicit in the

Proposal. Performance of the developed artefacts is evaluated according to

the criteria defined in the research proposal and must confirm to the

suggested design. These results are then fed back to the previous two steps

to improve the design and consequently the artefacts.
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Conclusion: The final task of this research is to reach a conclusion as to

whether the results are satisfactory. There might still be deviations between

the proposal and the developed artefacts; however the conclusions are still

valid if the artefacts are considered ‘good enough’. This phase is the final

stage of a specific research effort. Typically, it is the result of satisfying,

that is, although there are still deviations in the behaviour of the artefact

from the multiply-revised hypothetical predictions, the results are judged to

be ‘good enough’. Not only are the results of the effort consolidated and

written up in this phase, but the knowledge gained in the effort is frequently

categorised as either ‘firm’ - facts that have been learned and can be

repeatably applied or behaviour that can be repeatably invoked - or as

‘loose ends’ – irregular behaviour that defies explanation and may well

serve as the subject of further research.

1.6.2 Research Process

We used design research methodology to prepare the research process.

The complete process of this research consists of nine steps divided in to

three phases (see Figure 1.2).
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Figure 1.2: The research process
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There are four steps in this Phase, which allows for carrying out major

theoretical work in relation to this research.

x Step 1: in this step a very broad research area is chosen as the

source of knowledge for the foundation of this research.

x Step 2: in this step we focus on retrieving and critically

reviewing the existing literature in our chosen area of research.

Also in this step, a survey-based approached has been used to

investigate the state and characteristics of the current software

development industry practice.

x Step 3: in this step the results of the survey and the literature

review are clarified to help define specific questions for this

research. As research questions have become clearer in light of

more literature reviews, so our focus on the research area has

become more specific.

x Step 4: in this step we begin to construct theories and

hypotheses to answer the research questions.

(Phase 2 – Technique)

This Phase is a design Phase;

x Step 5: the process model ESIM is designed and recommended.

x Step 6: LifeEvent ontology, which is an essential

knowledgebase for the practical deployment and implementation

of ESIM, is designed in this step.

x Step 7: in this step of the research an implementation platform

(LOOIS) is designed as a delivery platform for e-government

integrated services.
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(Phase 3 – System)

x Step 8: in this step the LOOIS prototype system is developed

based on the recommended techniques of Phase 2 of this

research process.

x Step 9: in this step an experiment is conducted to validate the

LifeEvent ontology, ESIM framework and the performance of

LOOIS prototype.

1.7 Thesis Structure

This thesis is consists of nine chapters, described as follows:

Chapter 1: is an overview of the research. It is intended to help readers

obtain a cohesive picture of the research conducted in this study. It consists

of four main sections: the problem analysis and research questions in this

study, the brief description of contributions of this study to the body of

knowledge, the illustration of the overall structure of this thesis, and the list

of authors’ publications related to this study.

Chapter 2: gives a clear description of definitions, technologies, and

concepts to develop an understanding of issues associated with the current

state-of-the-art. It provides a summary of the current general state of

research in the public service domain and the mechanics of service delivery

in most relevant areas of concern to this research. It also discusses a number

of proposed models for e-government transformation and integration,

critical analysis of the current state of research in the area of architectural

and implementation models of e-government service integration, and of



Introduction 29

current technologies, such as the use of ontology, as a knowledgebase and

reasoning tool.

Chapter 3: and the subsequent Chapters 4, 5, 6 and 7 will collectively

present the main contributions of this study. Chapter 3 presents a

comprehensive model for e-government integration. This model provides

important guidance for the design and implementation of the integration

framework discussed in Chapters 4 and 5.

Chapter 4: establishes our argument about the deficiency of current

popular software engineering methods in dealing with web services

integration projects. It proposes additional tasks for the classical software

engineering process to create a more efficient new process for service

integration engineering.

Chapter 5: provides a detailed design and formal description for

LifeEvent ontology. It discusses the definition of ontology and the service

ontology by defining the concept of ‘Ontology’. Chapter 5 explains and

illustrates the overview and details of our conceptual design for the

LifeEvent ontology. It provides the annotation used in our formal method to

establish the main axioms and design rules for the LifeEvent upper

ontology.

Chapter 6: proposes specifications of a repeatable framework for e-

government service integration projects. This process model, called E-

Service Integration Modelling (ESIM), is a repeatable process, that defines

the required tasks and activities for providing effective management control

over the web service integration process.

Chapter 7: discusses the detailed design and implementation of the

LifeEvent Ontology Oriented Service Integration (LOOSI) platform, which

is a novel software application to provide the functionalities required to
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support our web services integration modelling processes called ESIM

framework. The LOOSI platform is a proof of concept for all the theoretical

proposals of this research found in Chapters 3, 4, 5 and 6.

Chapter 8: presents an evaluation of the proposed LifeEvent ontology

by measuring its growth in complexity in comparison with OWL-S

ontology. An evaluation of the LOOSI platform as a proof of concept

validates the design assumptions of the ESIM framework and SIE.

Chapter 9: discusses the conclusion of the research and possible areas

for future research. The relationships of all chapters are shown in Figure

1.3.
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Figure 1.3: Relationship between chapters
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Chapter 2:
Literature Review

The primary aim of this study is to develop an intelligent integration

model for e-government services to facilitate a repeatable and more

efficient mechanism for delivering e-government services to customers. In

this chapter, definitions, technologies, concepts and different integration

models will be reviewed to develop an understanding of the issues

associated with the current state-of-the-art. Section 2.1 will give a brief

appraisal of the current general state of research in the public service

domain. We will dig deeper into various areas of e-government research by

identifying and explaining the main application areas of that research in

Section 2.2. Section 2.3 is dedicated to discussing a number of proposed

models for e-government transformation and integration. Sections 2.4 and

2.5 discuss the current state of research in the area of architectural and

implementation models of e-government integration. Finally, Section 2.6

analyses current technologies such as the use of ontology as knowledgebase

and reasoning tools as well as some best practices in the field of integration

of web services in general. The overall aim of this chapter is to provide

detailed knowledge about the state of the research and narrow the focus to

e-government service integration and its delivery domain. The objective is

to highlight the shortcomings and gaps in our knowledge in this domain.
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2.1 E-government

In recent years, there has been rapid growth in the volume of research

output on the topic of e-government. Researchers in the area of e-

government seem to be working at the cross-roads of number of other

research domains, particularly information systems, computer science,

public science, and political administration, as are researchers in other

fields including statistics, development studies, and linguistics. Research

has been conducted on the philosophical analysis of e-government (Heeks

and Bailur, 2007), but the literature comes predominantly from information

systems. In particular, some of the e-government literature cited (Beer et

al., 2006, Meneklis et al., 2005, Medjahed et al., 2003b, Peng et al., 2006,

Irani et al., 2006) is essentially an IS or e-business idea that has somehow

been modified to fit the public sector context.

By looking at the mechanics of e-service delivery by governments, one

realises that a citizen-centric e-government service delivery platform must

be built on the needs of citizens and government business partners if

government is to develop an efficient and cost effective way to satisfy

service user requirements. To achieve this objective, government has had to

recognise the differences in the nature of its relationships with various

customers based on primary needs and objectives. Three such government

service relationships are recognised in the literature (Soliman, 2003)

namely, G2C, G2B, and Government to Government (G2G). If we take one

step further to include a technical vantage point, some literature has also

described e-government implementation technologies in fine detail. Hepp

(2006) and McIlraith (2001) very successfully predicted the technological

trend of the e-government domain; however they have not gone so far as to

propose a comprehensive and repeatable solution to the integration



Literature Review 36

problem. Hence we see the need to dig deeper in to the roots of e-

government integration and evaluate some well known e-government

evolutionary models to identify the actual problems. Section 2.3 is

dedicated to this purpose, but first we consider some application areas of e-

government to get a sense of where these problems may have originated.

2.2 Key E-government Application Areas

To plan for e-government is to understand the key areas to which e-

government is mainly applied. This section, though not comprehensive,

discusses a number of application areas that are identified in the e-

government domain. We only focus on the ‘e-government transformation’,

which is mostly within the scope of this study. Nonetheless all the other

areas need to be briefly explained for their importance and their probable

influence on other areas of e-government research.

2.2.1 E-government Interactive Services

This constitutes the development efforts that are implemented to

provide a broad range of services and a high level of functionality.

Interactive service initiatives focus on providing information and content

that is transactional in nature and offers a higher level of interaction.

Communication capability is performed in complex mode (both citizens

and government have the capability to provide feedback to one another).

One of the most desirable areas for the implementation of interactive

services is in mobile government, also known as m-government.

A case study by (Chiu et al., 2007) extends an e-government

appointment service into a mobile and ubiquitous one. In this case study,

two main reasons are examined that highlight the importance of context in
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an interactive service. First, context reduces the input cost and improves

efficiency. Second, context may provide an exciting user experience

without much effort on the user’s part. With the help of context, interactive

services such as appointment reminders are accessories that can make

citizens’ lives easier by taking into account not just their location and

environment (such as traffic conditions and weather), but also their

preferences.

2.2.2 E-democracy and E-participation

Citizens are informed and educated about the decision-making process

and programs to increase the transparency and responsiveness of

government as a whole. Citizen feedback and involvement in day-to-day

governance is encouraged as much as possible. Additionally, access to

legislation and the decision-making process is more widespread, and efforts

seek to bring government to the population and to as wide an audience as

possible.

Research has highlighted the re-design efforts of e-government

platforms offering public services. Some useful data supports this re-design.

Citizens feel more confident and familiar transacting with local town-hall

agencies. One survey has been conducted (Anthopoulos et al., 2007) for the

local administration to assess the expectations of the local community with

regard to e-government and make optimal choices for digital

transformation.

In G2G services, on the other hand, most of the public agencies (87

percent) agree to the use of ICT systems to automate their routine

transactions, according to Anthopoulos (2007).
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E-democracy can also help improve citizen involvement and

participation in decision-making and rule-making. Examples of e-

democracy include the ‘Lobbyist-in-a-Box’ in the Commonwealth of

Virginia where citizens can track the progress of bills as they move through

the legislative process (Sheng and Trimi, 2008). The bill status information

is updated every hour and users are notified of bill changes. Recent trials of

e-government have met with public acceptance and eagerness. Citizens

participate in online discussions of political issues with increasing

frequency and young people, who traditionally display minimal interest in

government affairs, are now the main group of participants.

Although Internet-based governmental programs have been criticised

for lacking reliable privacy policies, studies have shown that people value

the prosecution of offenders over personal confidentiality (Saumya, 2002).

In the United States, 90 percent of adults approve of Internet tracking of

criminals, and 57 percent are willing to forgo some of their personal

internet privacy if it leads to the prosecution of criminals or terrorists.

Surveys and reports show a promising increase in public participation in

e-government initiatives in general, regardless of minor setbacks that may

arise from the fact that this is a relatively young area of research.

2.2.3 E-government Transformation

E-government is using Information Technology (such as software,

hardware, computer networks, the Internet, and mobile computing) to

improve government agencies’ ability to transform relations with citizens,

businesses, and other arms of government (The-World-Bank, 2007). The

rapid growth in ICT has substantially dominated ordinary citizen’s

everyday life. We can recognise one visible extension of this change by the
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recent surge in public administration service delivery through the Internet

domain. In recent years, many Australian government agencies (which are

the main reference model of this study) have developed extensive e-

government services for individual citizens.

This rapid growth in e-government services has resulted in duplicate

and redundant services that could eventually lead to confusion for

customers and added complexity in doing business with government where

more than one government agency is involved. Customers who want to deal

with government must first discover which part of government is providing

their desired services, and this problem becomes more complicated if

multiple agencies are involved. In this latter case, the problem of

interoperability and incompatibility of these services will also add to the

equation.

To prevent this issue from getting out of control, a number of proposals

for e-government integration have been. Surveys of recent e-government

integration solutions (Madhusudan, 2006, Umapathy and Purao, 2007)

(Beer et al., 2006, Meneklis et al., 2005, Liu et al., 2007, Lu et al., 2004,

Medjahed et al., 2003a, Peng et al., 2006, Dijkman and Dumas, 2004)

indicate that most efforts have mainly relied on enabling technologies in

order to achieve the desired outcome with very little attention being given

to a unifying, methodological approach. Considerable research works have

been done to design e-government implementation frameworks, some of

which (Chircu, 2008) cover multidimensional aspects of e-government

development, while others pay more attention to planning e-government

development mainly from a project and resource management viewpoint

(Ghapanchi et al., 2008). As far as this study is concerned, this fact is an
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indication of inadequate attention being given to define repeatable

processes for e-government development.

2.3 E-government Evolutionary Models

In its 2009 report to European Union (EU) commission (Kotsiopoulos

and Rentzepopoulos, 2009), the DG Information Society and Media

indicated that integration attempts so far mostly belong to the so-called

structural or syntactic level integration. This assumes relatively well-

structured data, which allows rather tightly-coupled solutions leading to a

single global schema. The EU commission report touches upon everything

from data integration to organisational collaboration to semantic integration

through the use of multiple ontologies.

2.3.1 Ziegler and Dittrich data integration model

The EU commission report has been built upon a research paper that

originally proposed the classification schema presented by Ziegler and

Dittrich (2004), which is based on a layered architecture for information

systems.
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Figure 2.1: Ziegler and Dittrich (2004) integration model

Looking into the detail of the Ziegler and Dittrich integration model

illustrated in Figure 2.1 reveals six layers in the e-government structure that

could be exposed for integration.

1. Manual Integration: Users interact directly with all relevant

information systems and manually integrate selected data.

2. Common User Interface: The next step towards more automated

integration is a common user interface, such as a web browser.

3. Integration by Applications: This is the next level towards

automated integration. Integration applications access various data

sources and return integrated results to the user.

4. Integration by Middleware: Middleware provides reusable

functionality that can generally be used to solve dedicated aspects of

the integration problem (SQL-middleware for example).

5. Uniform Data Access: Logical integration of data is accomplished

at the data access level. Global applications are provided with a
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unified global view of physically distributed data, though only

virtual data is available at this level.

6. Common Data Storage: Physical data integration is performed by

transferring data to new data storage; local sources can either be

retired or remain operational.

Other e-government integration models have been proposed that have

certainly influenced the evolutionary trend of e-government. Amongst them

we explain two models, one proposed by the Gartner organisation (Baum

and DiMaio, 2000) and the other by Layne and Lee(2001).

2.3.2 Gartner E-government Model

According to Gartner’s e-government evolution model (Baum and

DiMaio, 2000), e-government has been evolving in four phases:

Figure 2.2: Gartner Integration Model (Baum and DiMaio, 2000)

x Phase 1 – Presence: in the first phase, governments are incited to

create a homepage on the web.

x Phase 2 – Interaction: this phase provides the ability to download

forms, perform simple searches, and e-mail government officials.

x Phase 3 – Transaction: in this phase, applications typically include

functions such as an online transaction facility for constituents to pay

parking fines, file tax returns, renew a driver's licence, and apply for

building permits.

Transformation

Transaction

Interaction

Presence
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x Phase 4 – Transformation: In this final phase, governments start

looking at creating web portals to serve as one-stop-shops for their

constituents.

2.3.3 Layne and Lee E-government model

In another model by Layne and Lee (Layne and Lee, 2001), four stages

of e-government growth are described as being:

Figure 2.3: Layne and Lee (2001)Integration model

The Layne and Lee model is explained in terms of complexity involved

and different levels of integration. In Layne and Lee's model, the first stage

of e-government is called 'cataloguing' and focuses on cataloguing

government information and presenting it online; for example, establishing

an online presence, presenting a catalogue, and offering downloadable

forms. The second stage is called 'transaction', which focuses on providing

functions to citizens for transacting with government electronically. The

functions include offering services and forms online, and working on

database to support online transactions.

Citizens view government as an integrated information base by

allowing the participation of agencies across different levels of

governments and by having different agencies with different functionalities

Horizontal integration

Vertical integration

Transaction

Cataloguing



Literature Review 44

talk to each other. This model defines the third stage of e-government as

vertical integration, which refers to local, state and federal governments

being connected for different functions or services of government, such as

when local systems link to higher level systems. In contrast, the fourth stage

of e-government, horizontal integration, is defined as integration across

different functions and services.

The Australian Government, as one of the leaders in public sector ICT

planning and development in the world, has identified the urgency of

integrating stove-pipe e-government services, but it is yet to formulate an

interoperability framework for individual agencies, six year into the

introduction of the plan (Reding, 2006). A number of research papers

presented at conferences and in journals around the world are also

dedicated to identifying the requirements of government transformation

(Baglietto et al., 2005, Burk, 2005, Castellano, 2005, Evans and Yen, 2005,

Fang, 2002, Grant and Chau, 2005, Heeks and Bailur, 2007). Recent

publications (Gil-Garcia and Ignacio, 2007) suggest a modified model of e-

government evolution, splitting the integration stage into three distinct but

closely related sub-stages of Vertical, Horizontal and total integrations.

2.4 Web Services: State of Technology

Service Oriented Architecture (Zimmermann et al., 2004), and in a

broader sense, Service Oriented Computing (Turner et al., 2003) have

influenced ICT towards a design of uncoupled yet coherent architectures of

services. Current ICT industry trends indicate that organisations and

solution vendors are moving towards the decomposition of legacy complex

processes into atomic and simpler components to handle the ever-increasing
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complexity of current information systems (Huhns and Singh, 2005). This

trend has led to a two-phase solution: Phase 1 is to transform massive

architectures into constructs, consisting of simpler building blocks, called

services; and Phase 2 is to recompose these services into complex services

in order to achieve added value. This research is mainly concerned with the

second phase of this theory.

2.4.1 Software as a Service

Web services interact with one another dynamically and use Internet

standard technologies, making it possible to build bridges between systems

that otherwise would require extensive development efforts. Traditional

application design depends upon a tight interconnection of all subordinate

elements, often running in the same process. The complexity of these

connections requires that developers comprehensively understand and have

control over both ends of the connection; moreover, once established, it is

extremely difficult to extract one element and replace it with another. By

contrast with tight coupling principles that require agreement and shared

context between communicating systems as well as sensitivity to change,

loose coupling requires a much simpler level of coordination and allows for

more flexible reconfiguration (Papazoglou, 2008).

For SOA to work, it is not enough to build and deploy a collection of

systems and services. Services are meant to be shared, which means they

must be created according to certain rules that everyone can follow. The

collations of related rules are known as ‘standards’, without which an SOA

cannot function.

Web services are also defined by an interface that can be formally stated

using the Web Service Description Language (WSDL) (Chinnici et al.,
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2007), which defines and advertises the functions and behaviours provided

by the Web service (Gudgin et al., 2006).

2.4.2 IT Industry Survey

One of the important areas that this research needed to understand was

the readiness (knowledge and experience) of the Information Technology

industry, particularly in Australia, for participating in e-government service

integration. A recent online industry survey by DeSI laboratory (Sanati,

2010) at the University of Technology, Sydney (UTS) has gathered and

analysed information from practising software engineers, project managers

and developers to determine the common practices and tools used in the

performance of their jobs. This survey was designed to gather data from

current industry practices, in order to evaluate trends within the industry

compared with the academic literature in the same area of knowledge. This

survey was particularly designed to discover the tools and methodologies

used in web services development and composition. It determines how

these methods differ from Object Oriented Development (OOD) methods,

and although the results of are not conclusive, nevertheless the information

obtained in this survey can be used to direct further research into

development and fine-tune the conclusions of this research.

A total of 40 survey participants were selected from entirely different

industries, areas of work and responsibilities within the ICT industry. These

organisations were:

1) Department of Education - State of New South Wales, Australia

2) Department of Justice, State of New South Wales, Australia

3) Centrelink - Australian Federal Government body
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4) KAZ Technology Services - IT development and infrastructure,

Australia

5) OPTUS - National telecommunication carrier, Australia

6) Woolworths IT division - retail industry, Australia

7) AAS - superannuation industry, Australia

8) Genworth Financials - insurance industry, Australia

9) ING Australia IT division – investment and banking, Australia

According to the statistics obtained in this survey, it appears that most

of the ICT industry in Australia is lagging far behind in most areas of ideal

software engineering practices, and specifically in web services integration

engineering. The statistical results of the survey point to a higher degree of

methodological uncertainty. Most companies tend to adopted experimental

evaluation of different methodologies in order to find the most suitable one

for their needs as a result of this uncertainty, even though in most cases

such experiments prove to be a very costly practice. Following are some

statistical facts from the survey to clarify our argument:

x Close to 35% of participants believe their organisation is not

following any specific formal methodology in software

development.

x One out of 10 developers says they have no or very little

documentation on their development practice.

x Although 57% of IT managers believed their organisation is

developing web services, only 4% are familiar with any formal

Service Oriented Architecture or design patterns.

x Only 27% of the people who are developing web services are

conducting an interoperability analysis for service composition.
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A brief analysis of the aforementioned industry survey facts,

specifically the last two points, in conjunction with the cited literature are

evidence of the lack of industry adoption of recent results in the area of web

services integration. This may be even worse in the e-government domain.

We specifically stress the need for more research on modelling frameworks

for e-government service integration and interoperability analysis.

2.5 Service Delivery in E-government

The report ‘Australia’s E-government Strategy – New Service

Agenda’ (Reding, 2006) indicates that the Australian Government has taken

many serious steps towards planning and implementing the transformation

and integration of its e-services across all agencies. Some planned

developments in that report were overdue at the time of our review (March

2009) and at the time of writing, some have yet to be realised. Some other

countries or community of countries such as the European Union have

taken many more steps towards integrating their e-government services

within member states. However, by taking a closer look, one can identify

the main problem with some integration proposals as being not their

technical solution but their conceptual perception of e-government

(Mugellini, 2005). Although very expensive, it may well be possible to

integrate all e-government services from all jurisdictions, in limited number

of specific cases, from a technical perspective. We argue that the problem

with this approach lies with the fundamental rule of separation of concerns

between government agencies, known as what we would call a ‘horizontal

separation of concerns’, and the limitation of jurisdictions at different levels,

which we call the ‘vertical separation of jurisdictions’ (for example, Local,
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State and Federal jurisdictions in a federated system of government (Jaeger,

2002)). These aforementioned issues show that it is all but impossible to

integrate and deliver e-government services from multiple agencies without

a common delivery platform, both at the conceptual and physical level, that

can consolidate all the jurisdictional, geographical and hierarchical

differences. Later in this research we will propose such a framework and its

delivery platform.

2.6 Semantic Web and E-government Interoperability

As we mentioned before, interoperability analysis is the key to e-

government service integration. This section is dedicated to the

investigation of:

1) the current state of technology in relation to general utilisation of

semantic web, and

2) the definition, description and current use of ontology as a form of

knowledgebase for semantic web.

The remainder of the Section 2.6 discusses the use of ontology in e-

government and investigates the literature that introduced the concept of a

‘life event’ in the context of e-government.

2.6.1 Semantic Web

One of the most common barriers to the interoperability of systems,

known as Semantic Interoperability, has proven to be much harder to

overcome, according to a survey conducted in five European countries and

the United States. According to Luis Guijarro’s (2007) results, despite the

surveyed countries’ efforts towards achieving interoperability, Research has

found that each of the six government agencies in the study has developed
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their own set of standards to address the interoperability. According to the

survey the only common feature of the six interoperability frameworks is

that Internet technologies comprise their core.

According to its 2006 report, the Australian government has identified

the urgency of integrating e-government services (Reding, 2006), however

it is yet to formulate an interoperability framework for individual agencies.

The semantic web is considered an extension of the World Wide Web,

where information has well defined meaning, and it could enable computers

and people to work in greater cooperation (Berners-Lee et al., 2001). The

semantic web has become the default technological standard solution for

achieving interoperability, particularly in the area of web services. It

addresses semantics through standardised connections to related

information (Helbeler et al., 2009). This includes labelling data in a unique

and addressable manner.

The picture of a layered stack illustrated in Figure 2.4 outlines how the

elements of the semantic web are related to form an architecture that

supports semantic interoperability. The foundation of this stack is

constructed by Unicode 3 and Universal Resource Identifier (URI).

Unicode provides a unique number for every character, no matter what the

platform, the program, or the language is (Inc., 2010), whereas URI is a

compact sequence of characters that identifies an abstract or physical

resource that underpins the semantic web by allowing machines to

understand and process independently (McGuinness, 2004).
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Figure 2.4: Layered architecture of semantic web (Berners-Lee, 2000)

On top of the first layer, Extensible Markup Language (XML), Name

Space (NS) and XML Schema are built. XML standard is a simple, very

flexible text format, designed originally to meet the challenges of large-

scale electronic publishing. It is also playing an increasingly important role

in the exchange of a wide variety of data on the web.

The flexibility of a web form enables connections to all the necessary

information, including logic rules, and all these pathways and terms form a

domain vocabulary or Ontology. Unlike relational databases that depend on

a schema for structure, a knowledgebase depends on ontology statements to

establish structure. Relational databases depend on one kind of relationship

(foreign key) whereas the semantic web offers multidimensional

relationships such as ‘inheritance’, ‘part of’, ‘associated with’ and many

other types, including logical relationships and constraints.

Intelligent service delivery systems will require the use of an Open

World (Yu, 2007, Helbeler et al., 2009) knowledgebase such as Ontology as

opposed to relational databases that are considered Close World

environments. Section 2.7.2 is dedicated to investigating the specifications

of ontology as an open world knowledgebase.
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2.6.2 E-Government and Life Event Initiative

Life Event is a metaphor to group more than two public services

according to citizens’ requirements. This group of services must be

arranged to solve a problem or a need that relates to an event in citizens’

everyday life (i.e. applying for a motorcycle licence or changing address).

A large number of e-government initiatives in the literature were

scanned by this research to establish an understanding of the true state of e-

government and specifically, life event initiatives among developed

countries (Sanati and Lu, 2009a). This literature survey indicates that most

of the efforts have relied on enabling technologies in order to achieve the

desired outcome with very little or in some cases no attention to any

methodological approach. Considerable work is being done to design e-

government implementation frameworks, some of which (Chircu, 2008)

cover multidimensional aspects of e-government development.

From the point of view of governments, the results are less exciting.

Our scan of e-government initiatives in the area of service integration and

life events shows that out of eleven independent states and countries within

the developed world, none has actually implemented or initiated an e-

service integration project and some have reduced the concept of a life

event to simply providing information and directions about some

government services (in some cases not even electronic services). For

example, the Government of Ontario in Canada provides a page on its web

site listing a number of ‘life events’, yet it only provides information about

the physical service by the relevant department. This was similar in a

number of states in Australia (Victoria, NSW, South Australia and

Tasmania) (OntarioGov, 2007, AusTasmaniaGov, 2008, UKSalfordGov,

2007, Retirement-Investments, 2007, AusVictoriaGov, 2006).
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Below, we discuss other e-government projects that have taken practical

steps to deliver e-government services in a more organised and cohesive

manner.

HELP is a comprehensive citizen portal of the Federal Chancellery in

Austria and is considered as a One-stop shopping portal that is gradually

becoming the norm for citizen services (AustriaGov, 2009).

In some jurisdictions, other initiatives based on life event orientation are

often offered on the portal, bringing together relevant information for

citizens related to a specific stage in life. For example, the Irish General

Register Office life events site (IrishGov, 2010) provides automatic

processing of child benefits claims. CAT365 in Spain (SpainGov, 2008)

addresses education, training, and finding a job, and is mostly known as an

integrated business creation service.

Such citizen portals are becoming more sophisticated by adding

electronic identification, electronic payments and increased interactivity.

The Finnish Centre for Pensions offers a web site (FinnishGov, 2008) in

three languages on pensions, including a service to identified insured

persons who use a personal authentication card to access internet banking.

This service currently reaches some 80% of the working population.

Although such initiatives are a great leap forward towards delivering e-

government services in a better and more efficient way, they are barely

touching the surface of true e-government integration.

Some good practices for truly integrated services do exist, according to

the European digitizing public service ‘i2010’ (Capgemini et al., 2010).

These examples offer a single entry point, i.e. a dedicated portal for the job

seeker, guidance for the unemployed, and a focus on the desired outcome
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rather than simply fulfilling an agency’s legal obligations. Figure 2.5 is a

statistical graph illustrating the maturity of life events in different counties.

Figure 2.5: Maturity of the Life Event ‘Losing and Finding a Job’ (Capgemini et al., 2010).
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2.6.3 Ontology for Semantic Web

Ontology is a term that was originally borrowed from philosophy by

computing science. Ontology in philosophical terms can be seen as the

study of the organisation and the nature of the world independently of the

form of our knowledge about it. Thomas R. Gruber (Gruber, 1993) defines

it as a specification of a vocabulary that describe a shared domain of

discourse; in other words, an ontology is a formal representation of the

knowledge by a set of concepts within a domain and the relationships

between those concepts. It is used to reason about the properties of that

domain, and may also be used to describe the domain.

For ontology to trespass into a physical presence and be used as the

knowledgebase of a semantic web system, it needs to be structured around

an expressive language. The Web Ontology Language (OWL) specification

(McGuinness, 2004) is the recommendation of the World Wide Web

Consortium (W3C). This ontology language has become more and more

popular compared to other ontology languages; however, this research does

not intend to explain all the predecessors of OWL as they are of little

relevance to this study.

When ontologies become widely used for rendering rich semantics to

data, it is possible to develop rules and inference mechanisms to take

advantage of them. Highly intelligent web applications and services can be

developed which will finally turn the vision of the semantic web into a

reality. A number of research works presented at conferences and in

journals around the world have identified Interoperability as one of the

critical requirements of modern e-government transformation (Baglietto et

al., 2005, Burk, 2005, Castellano, 2005, Evans and Yen, 2005, Fang, 2002,

Grant and Chau, 2005, Guo and Lu, 2007b, Heeks and Bailur, 2007). From
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the discussion, the important position of ontologies in the formation of the

semantic web and the solution of the interoperability of systems is obvious.

Ontology typically consists of a hierarchical description of important

concepts in a domain, along with descriptions of the properties of each

concept. Formally, ontology contains a set of concepts which constitutes the

core of the ontology. The notion of concept in ontologies is similar to the

notion of class in object-oriented programming. Each concept has a set of

properties associated with it. This set describes the different features of the

class. Each property has a range indicating a restriction on the values it can

take. Ontology relates classes to each other through ontology relationships.

Examples of relationships include ‘subclassof’ and ‘superclassof’.

Properties are also related through similar relationships such as

‘subpropertyof’ and ‘suprepropertyof’.

2.6.4 Service Ontology

To make use of a web service, a software agent needs a platform-

independent description of the service, and the means by which it is

accessed. An important goal for any semantic web markup languages, then,

is to establish a framework within which these descriptions are made and

shared. Web sites should be able to employ a standard ontology, consisting

of a set of basic classes and properties for declaring and describing services,

and the ontology structuring mechanisms of OWL provide an appropriate

representation language framework within which to do this.

A good starting point for understanding the web services paradigm is to

consider the stated goals, as found in the literature and the standards

communities. The basic motivation of standards such as SOAP and WSDL
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is to allow a high degree of flexibility in combining web services to create

more complex ones, often in a dynamic fashion.

Diving deeper into the mechanics of web services description,

composition and discovery in (Chinnici et al., 2007), Semantic Annotations

for WSDL (SAWSDL) suggests how to add semantic annotations to various

parts of a WSDL document, such as input and output message structures,

interfaces, and operations. This extension is in line with the WSDL

extensibility framework. SAWSDL defines a new name-space called

‘SAWSDL’ and adds an extension attribute called ‘modelReference’ so that

relationships between WSDL components and concepts in another business

semantic model (i.e. ontology) are handled. However SAWSDL

‘modelReference’ can only annotate concepts in the WSDL Metamodel and

this makes it more difficult to implement an automatic service discovery

and composition based on concepts that do not belong to the Metamodel of

WSDL.

The OWL-S approach proposes an upper ontology for web services

motivated by the need to provide three essential types of knowledge about a

web service:

1) What does the service provide for prospective clients?

2) How it is used?

3) How does one interact with it?

The answer to Question 1 is given in the ’Profile’ which is used to

advertise the service. The service profile elements include: preconditions,

inputs, outputs, results and service category. The answer to Question 2 is

given in the ‘Process Model’ which includes: inputs, outputs, preconditions,
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effects and the behaviour of the service (data and control flow). The answer

to Question 3 is given in the ‘Grounding’.

Web Service Modelling Ontology (WSMO) was developed (Domingue

et al., 2004) as an ontology for semantic web services based on the Web

Service Modelling Framework (WSMF) (Zhang et al., 2004). WSMO

defines four top level elements as the main concepts which have to be

described in order to describe semantic web services, namely ontologies,

services, mediators and goals. A service is described in terms of non-

functional properties, a provided interface and a provided capability.

Much more ambitious goals are adopted by the OWL-S working group

(W3C, 2004). These goals seek to provide machine-readable descriptions of

web services which will enable automated discovery, negotiation,

composition, enactment, and monitoring of web services. OWL-S is an

ontology language for describing web services in terms of their inputs,

outputs, preconditions and effects, and of their process model. Importantly,

OWL-S provides a formal mechanism for modelling the notion of the state

of the ‘real world’ and describing how atomic web services impact that

state over time. OWL-S also provides a grounding, which provides

mechanisms for mapping an OWL-S specification into a WSDL

specification. A kind of middle ground is also emerging, which provides

abstract ‘signatures’ of web services that are richer than WSDL but retain a

declarative flavour.

The closest recent research to our work that we encountered was on web

services resource adoption (Forte et al., 2008) that proposes the use of

ontologies and web services within a framework of components for the

content adaptation domain, to facilitate the development of software based

on reuse of existing web services. OWL-S with its current specification
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provides adequate facilities to enable a knowledgebase web services

discovery and invocation. However, what is missing is:

1) support for composition of web services from multiple web services

providers and multiple web service WSDL.

2) infrastructure and mechanics to support the intelligent construction

of complex integrated e-government web service with the capability

of enforcing government regulations at runtime;

3) construction of meta-workflows that could be instantiated with

alternative services based on user requirements;

4) Dynamic re-construction of complex composite web services at

runtime in the event of individual service failure.

2.6.5 E-government Ontology

There are a number of works in the area of e-government ontology, two

of which we found to be closely related to our work in this research. The

first, The Ontology-enabled e-Government Service Configuration Project

(ONTOGOV, 2006)’, constructs services ontology via a domain expert

using a tool called Service Modeller. The domain expert also adds more

semantics by creating instances of the following ontology used throughout

the project. This project has classified and uses a number of separate

ontologies as the knowledgebase of their e-government system

implementation.

x Domain ontology, comprising concepts like data (e.g. name,

first_name, municipality_from, municipality_to) and documents

(e.g. application form, administration leaflet).
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x Legal ontology, comprising instances of process relevant law or

regulations, e.g. the basis of the new process is a regulation about

settlement. Several instances will then be initiated in the legal

ontology indicating the related law, paragraph and article.

x Organisational ontology, comprising instances of process relevant

to organisational units, e.g. involved in the new service are the

organisational units ‘Registration Office’ and ‘Administration

Office’ with its roles and personnel.

x Lifecycle ontology, comprising instances of all design decisions

relevant for the new service (e.g. technical or process immanent

reasons), including instances of legal and organisational ontologies.

The second is an ontology project called Impact of eGovernment on

Territorial Government Services (TERREGOV) (Anderson, 2006). In a

similar fashion to the ONTOGOV project, it is also a multipurpose

ontology that models the domain of public administration activities. It is

used for semantic document retrieval, semantic discovery and the

orchestration of web services, and so on. The same ontology is handled by

multiple actors responsible for providing the technologies supporting these

various functionalities.

From this project was developed ‘Local Government Ontology’ which

enables local administrations to deal with information as a strategic

resource. The ontology itself is reusable (a first example of data/knowledge

reusability); it has been employed as the first step of the QUALEG project

starting ontology, which was later expanded to fit specific project needs.

The aforementioned ontology projects were developed as part of two e-

government initiatives developed by the EU five and six years ago

respectively, but we found no evidence of further development or progress
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on those projects after the initial effort. One has to remember that a single

ontology relating to public administration must provide multiple

functionalities, and must allow its maintenance and editing by multiple

users, including domain experts with no particular expertise in ontology

engineering. This makes handling and maintenance extremely complex.

2.6.6 Service Ontology for E-government Services

Research publications as early as the start of this century have

emphasised the role of ontology in e-government integration (Grosof et al.,

2004, Lara et al., 2003). A study carried out by Stojanovic and Apostolou

(Stojanovic et al., 2006b) was interested in the practical implications of

ontology in e-government integration and analysed interoperability issues in

the e-government domain. This work lists only a set of functional

requirements for ontology building, and seems to overlook the overall

qualitative criteria that ontology should be addressing.

2.6.7 Concept of Life Event Ontology

A widely accepted paradigm called the ‘Life Event’ model (Sabol and

Mach, 2004, Skokan and Bednar, 2008, Stojanovic et al., 2006a) was

introduced that can effectively improve the situation by supporting the e-

government web services integration tasks in all their uniqueness and

complexity. Early attempts to model LifeEvent Ontology (Trochidis et al.,

2007) have mainly resulted in producing separate ontologies to provide a

knowledgebase for the functional requirements of the systems that use

them. There are also other research cases involving the concept of

LifeEvent (Momotko et al., 2008) that do not consider ontology as a means

of managing the services knowledgebase, but rather suggest modelling

LifeEvents as workflows of related public services and actions. In other
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literature such as (Beri. and Vintar, 2004), the concept of LifeEvent is

reduced to no more than a taxonomy of terms in a certain domain.

The importance of LifeEvent in e-government web service composition

was recognised in recent research work by (Wolf and Krcmar, 2008). Other

research work has identified the importance of requirements elicitation and

critical factors in adopting e-government models (Shareef et al., 2009),

although they mostly focus on one aspect of e-government. For example,

the model presented by Wolf and Krcmar (2008) seems to be a very

specific application only designed for B2G, and it suggests a model of

features and phases that might not provide sufficient analysis for the further

development of such a model. One work which is highly related to our

research in e-government integration (Chiu et al., 2007) argues that, in new

interaction devices, the context in which a service is being used becomes an

integral part of the activity carried out with the system, but that research

doesn’t deal with question of how to persist the application context? We

believe that LifeEvent ontology is the proper answer to this question.

Analysis of other relevant literature (Trochidis et al., 2007) recognises

two main approaches for modelling lifeEvents. The first approach suggests

modelling lifeEvents as workflows of related public services and actions

(Trochidis et al., 2006). The second approach suggests modelling

LifeEvents using ontology (Peristeras and Tarabanis, 2006) and thus

capitalises on the idea of semantic representation of knowledge. This model

describes ontology as the network of connections between concepts of a

particular domain with the aim of providing a well-structured model. This

research is built based on the design assumptions of the second approach.
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2.7 Summary

In this chapter we reviewed a broad spectrum of literature related to all

aspects of e-government service integration and delivery. There are four

major areas of knowledge recognised as being of concern for evaluating the

state of research in e-government.

The first area of knowledge is in the different approaches to the e-

government evolutionary model, for which we argue that a more

comprehensive model is needed to reflect more of the reality of the e-

government evolutionary transformation trend.

The second area of knowledge is the type, the state and the maturity of

the technology to support e-government integration. It seems that the

majority of researchers agree that the web service and SOA are the most

appropriate and popular.

The third area of knowledge is the mechanics of supporting an

intelligent architecture to deliver dynamically assembled and configured

composite web services. OWL-S and WSMO have had the most influence

in this area of research out of many initiatives. We highlighted three major

shortcomings of these technologies that need to be compensated for if a

truly dynamic integration of e-government services is to be achieved.

The fourth area of knowledge is required to achieve a dynamic

integration as a repeatable and comprehensive framework capable of

delivering such a complex task. We believe that the concept of LifeEvent is

well suited for use as the basis of such a model.



Chapter 3:
Hybrid E-government Integration
Model

This chapter and subsequent Chapters 4, 5, 6 and 7 will collectively

present the main contributions of this study. This research presents in this

chapter arguments regarding the most practically relevant and technically

possible evolutionary pathway to e-government transformation, based on

the body of evidence presented in Chapter 2 with the special reference to

the review of recent literature in Section 2.3 that has the most relevance to

the contributions of this chapter.

3.1 E-government Evolutionary Development

In recent years, empirical studies have identified two interesting

dynamics in e-government evolution. First, e-government has evolved from

its initial presence on the Internet to a more transactional and integrated

approach. Second, as a general trend, national governments have started

adding technological sophistication that has been perused by federal, state

and local governments.

In the context of e-government evolutionary development, our theory

that is detailed in this chapter, explains the future trend of e-government

development at the service delivery level.

E-government has been acquiring more technological and

organisational sophistication as a result of both institutional interoperations
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and pressures from different sectors of the society such as citizens,

politicians, businesses, interest groups, and other stakeholders. In addition,

e-government initiatives are evolving from the national to the local level.

Our analysis of e-government evolution in Chapter 2 indicates that rapid

growth in e-government services has resulted in duplicated and redundant

services that could eventually lead to confusion of customers and add to

complexity of doing business with government where more than one

government agency is involved. Customers who want to deal with

government must first discover which part of government is providing their

desired services, and this problem can get even more complicated if there

are multiple agencies involved, in which case the problem of

interoperability and incompatibility of these services will also add to the

equation.

To prevent the propagation of this issue, some proposals have been

published regarding plans for e-government integration. The analysis of the

past proposals have lead this research to propose a new integration model

for e-government that better suits the current trend of e-government

evolution.

Gou and Lu (2007a) have introduced a new e-government evolutionary

model comprised of four stages. The model integrates Layne and Lee’s

(2001) model with Gartner’s (2000) model in the context of Australian

government online services. The four stages of this model are:

1) Government service online

2) Transaction-based government online services

3) Integrated government online services

4) Intelligent government online services.
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The scope of the research conducted by Gou and Lu in the area of e-

government development model did not extend to explain the practical

implications and the model of implementation. However it provides a road

map that better suites the e-government development trend in the real

world. Therefore we use the Gou and Lu model as the foundation of its new

proposed model for e-government evolutionary development. We take the

Gou and Lu’s model one step further to add more details specifically on the

Stages three and four of the model. The model proposed by this research is

a step forward to predict and explain the practical implications and the

possible method of implementation for Stages 3 and 4 of the Gou and Lu

model.

3.2 A Hybrid Model

The general understanding of the models discussed in Sections 2.3.1,

2.3.2 and 2.3.3 clearly identifies four possible categories of e-government

integration models. It is the understanding of this research that most

proposed e-government integration models can more or less fit into the

following categories.

Figure 3.1: A generic structure for federal system of government

a) In different depths; to cover only front offices or across the border

covering front-office and back-office (Chiu et al., 2007).
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b) In different implementation levels; this could cover semantics or

could go down to cover transaction and/or infrastructure sharing

(Lü, 2007).

c) Horizontal; covering many government agencies at the same level

(local or state or federal).

d) Vertical; cutting across different levels of government such as

local, state and federal government agencies (Shahkooh and

Abdollahi, 2007).

All integration models reviewed in this research either do not mention

or are implicitly assume the integration of the back-office as part of their

model. The integration of e-government back-office is not a trivial task.

The first problem with back-office integration is that its information content

and infrastructure protected by law to some extend (i.e. legislation such as

the Privacy act). The second problem with integrating e-government at the

back-office level is the logic surrounding the modern multilevel

government structures. To illustrate this problem we argue that the

difficulty with this approach lays with the fundamental rule of separation of

concerns between government agencies (horizontal separation of concerns)

as well as the separation of jurisdictions at different levels (vertical

separation of jurisdictions, for example Local, State and Federal

jurisdictions) around which government is structured (Jaeger, 2002). Based

on this logic we can conclude that the integration of the e-government back-

office is unlikely to produce any added value to the current state of e-

government even if legislative and structural impasses imposed by the

current protective laws are ignored.

The existing e-government models cannot meet the current e-

government practices in its current state. Therefore a new evolutionary
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development model is needed in order to achieve better services that are

designed to satisfy the ever increasing demand for more sophisticated and

complex services.

Based on the observations of this research described in chapter 2 we

have proposed a hybrid model that can explain the evolutionary

transformation of e-government. This hybrid e-government integration

model can achieve its goals, only if it is based on the real life requirements

of citizens. In most cases e-government services must be integrated and

packaged from both vertical and horizontal government jurisdictions to

form a composite service. One simple example of this fact would be to

apply for a ‘postgraduate scholarship’ from Australian federal government;

clearly the integration of government services to fulfil this life event would

require the collaboration of a number of state and federal agencies as well

as number of private businesses such as the university itself.

In most cases complex services are needed to satisfy the life event

requirements of citizens. There is no guaranty that the service components

of such complex services would only come from one agency or even only

from one level of government (Local, State or Federal). Therefore it is the

position of this research that an innovative and comprehensive integration

model is needed to facilitate the integration of government services at all

levels.

Introduction of the Hybrid E-government Integration Model can

overcome all the shortcomings of other integration models. This new model

is a crucial building block within the complete solution for e-government

service integration and delivery specified in this research. This model

provides the much needed philosophical and organisational guidance for the

design and implementation of this research.
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3.3 Specifications of Hybrid E-government Integration Model

We mentioned that a more comprehensive model is needed to reflect on

the reality of the e-government evolutionary transformation trend as it

occurs in the real world; this model is described in Figure 3.2.

Figure 3.2: Hybrid E-government Integration Model

This new model is a combination of a number of models described in

Chapter 2 with some modifications. It consists of three main levels:

3.3.1 Web Presence

This is an initial presence, when a government body has a formal

presence on the Internet through a limited number of individual

governmental pages (mostly developed by single governmental agencies).

Governments in this stage normally offer static information about agencies

and some of the services they provide to citizens and private organizations. In

this level government agencies develop their own Internet information

delivery systems to their customers, business and other government
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information delivery system that is distributed and regularly updated in a
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large number of government sites. There are other cases where a national

government official site serves as an entry point with links to pages of other

branches of government, ministries, secretariats, departments, and sub-

national administrative bodies (OntarioGov, 2007). Some governments

might start using electronic mail or search engines to interact with citizens,

businesses, and other stakeholders.

In this level governments generally use a state wide service or a national

portal as the initial page providing access to services in multiple agencies.

The interaction between citizens and different government agencies

increases in this stage (e.g., e-mail, forums).

Citizens and businesses can access information according to their

different interests. In some cases, passwords are used to access more

customized and secure information.

3.3.2 Transaction

This level of improvement would allow people also use government

websites to complete transactions. This phase of e-government would

include a database link to online user interfaces. Portals are created as

specialised information and transaction delivery channels. These portals

usually become a unique showcase of all the governmental services

available in the relevant area of interest. The needs of different

constituencies are the main criteria for portal design and access.

These portals allow secure electronic payments to be made, facilitating

transactions such as tax, fines, and services payments.

3.3.3 Intelligent Transformation

This level facilitates the integration and personalisation of government

online services to enable users to cut across services provided by all
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government agencies in order to create their own personalised composite

services. Cross agency integration encompasses the integration of logically

and legally related web services provided by different departments of

government. Horizontal integration between different governmental

services must exist for citizens and other stakeholders to have access and

take advantage of all the potential capabilities of information technologies

in government. Therefore, in this stage governments need to cross the

organisational boundaries and develop a comprehensive and integral vision

of the government as a whole.

E-government services can also be available within the hierarchy of the

same agency, which is called the ‘Vertical Integration’. Vertical integration

encompasses the integration of similar services provided by different levels

of government. Therefore, it does not refer solely to an initial integration in

the form of government web sites but to the change and reconstruction of

all their electronic services to become available as Web Services.

Intelligent Transformation refers to the situation in which government

services are fully integrated (vertically and horizontally. Citizens have

access to a variety of services through a single point of access. All services

can be accessed from the same web page Citizens must be able to construct

and personalise new composite web services from readily available e-

government services. A transformation unnoticed by the public has taken

place, and now services are organized according to citizen everyday life

event requirements. An integrated online service delivery channel is also

needed for the implementation of this level, which will link the existing

delivery channels.

Intelligent Transformation of government online services provides high

quality information in an integrated communication environment, which
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may evolve into a knowledge management system later in the future.

Delivery of this phase will require online integrated services to become

adaptive, personalised, and dynamically configurable. In this stage

government transactional online presence will transform in to a more

intelligent presentation of web content delivering more personalised and

integrated services.

E-government services are aimed at the satisfaction of citizens life event

needs. The relation between government administration and governed

citizens should be described in terms of services. One can observe aspects

of a provider–consumer relation just as in other services, but there is

usually no market to choose a provider, and in many cases citizens may not

choose at all since they are forced by law to use government services.

However, besides efficiency or other money saving goals, e-government

plans frequently emphasise the improvement of service quality. Taking this

seriously, we follow service as the guiding vision and try to explore what it

needs to enable the service provider in order to fulfil their task. For example

the satisfaction of citizens’ needs based on caring for the citizens’ concern.

There is no question that the quantity and quality of e-government

programs are rapidly increasing. They promise a means to deliver better

service at a lowered cost. But no matter how brilliant the idea, it is

worthless unless citizens adopt those services.

Given these requirements, an e-government integration model of web

based self service points of access with the actual operation carried out

somewhere in the back-office does not seem to be a suitable solution.

Instead, as usability and flexibility throughout the process are success

factors for relationship based services, this research introduces a framework

for total integration and delivery of e-government services to satisfy goals
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intended for intelligent transformation of e-government. This framework

discussed in Chapter 6 provides a centralised point of access to integrated e-

government services.

3.4 Summary

This chapter introduced the Hybrid Government Integration Model.

This model provides a conceptual guiding metaphor of e-government

evolutionary development at its final stage of transformation. This chapter

provides the philosophical foundation and guidance needed for the novel

solution discussed in the next four chapters of this thesis that can enable the

Intelligent Transformation of governments. The requirements are elicited

based on observation and analysis of a number of existing models of e-

government development in the literature. The Hybrid Government

Integration Model discussed in this chapter plays an important role on the

success of this research in designing a practical framework (ESIM) in

Chapter 6 that can provide a comprehensive solution for e-government

service integration and delivery.



Chapter 4:
Service Integration Engineering
Process

This chapter is dedicated to establishing our argument about the

deficiency of current popular Software Engineering (SE) methods in

dealing with web services integration projects. We argue that current

practices of SE that are mainly used for the development and maintenance

of software applications are not efficiently capable of addressing most of

the theoretical and technical issues raised by the emergence of web services

integration projects. This chapter therefore focuses on introducing the

concept of the Service Integration Engineering (SIE) process in the e-

government domain by presenting a comparative analysis of the current

state of SE practices and what we perceive to be the function of SIE. Before

we commence our analysis of and into describing the design of SIE, we

give a brief description and specifications of SIE to clarify our view of SIE

in this. We will then present our comparative analysis of SE vs. SIE to

establish why they differ from each other. To do this, we make a

comparative analysis of SE and SIE in Section 4.1 and explain the concept

of LifeEvent and LifeEvent abstraction in Section 4.2. In Section 4.3, we

explain how the LifeEvent model effectively supports the e-government

service integration task.

Later in this thesis we demonstrate how to arrive at the semantic

interoperability of services in order to achieve e-government integration at
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the service delivery level. To ensure the repeatability of such a process we

put together the unified modelling approach that is explained in Chapter 6.

4.1 Integration Engineering vs. Software Engineering

Although it is commonly perceived that Web Services are technology

solutions designed to add agility to business processes, experience indicates

that technology solutions rarely deliver agility unless they are primarily

focused on business objectives. Technology vendors claim to add agility to

the e-service development process, trying to sell integration and

development tools which mostly focus on ‘Business Process Orchestration’

or ‘Web Services Workflow’ (Arroyo et al., 2006). They use a technology-

driven approach that essentially misses the main point of the services.

Arguably, as always with IT, the focus falls on technology rather than

methodology.

Recent literature (Siew, 2006) has investigated and analysed existing

component-based agile software methodology to identify the gaps for web

services development. A comparison study of web services development

and agile methodology has identified the additional steps required for web

services development. A traditional component-based software

development approach based on waterfall methodology consists of five

distinguished phases, namely Requirements, Analysis, Design,

Implementation and Testing. Although each phase is intended to be

independent, there is always the possibility of iteration between the

development phases to ensure the correct design and complete

implementation of the requirements. Artefacts or outputs are produced at
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the end of each phase, which in turn is the input of another phase and also

becomes the benchmark for a test phase at the same level.

Software Development Life Cycle (SDLC) models are designed to

guide the development activity to correctly follow a series of steps in

creating softwares to meet business needs. The SDLC models have evolved

as new technology and new research has addressed the weaknesses of older

models. Ideas have been borrowed and adapted among the various models.

Integrating existing e-government web services could be a challenging

engineering task in that is different from developing web services from

scratch. We compare the generic classical SE tasks including the proposed

SOA extension (Siew, 2006) (Oracle, 2010) with SIE tasks and activities in

order to represent the differences from a comparative perspective.

As illustrated in Table 4.1, every phase in a classical SE lifecycle has a

corresponding phase in our proposed SIE lifecycle although they perform

different tasks and activities to produce appropriate outcomes of each

phase. Some interoperability analysis and provisions have become

necessary SE tasks in recent years, mostly due to the distributed nature of

modern businesses. This highlights the importance of essential

interoperability requirements for distributed databases and applications,

however, this interoperability analysis and design has never been an integral

part of the software lifecycle and has only been performed in an informal

manner as additional activities fitted in between other tasks in all phases of

the SDLC.
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Software Engineering (SE) tasks
Service Integration Engineering
(SIE) tasks

Analysis

Identify business requirements and
translate them in to functional and
non-functional requirements.

Specify the LifeEvent requirements of
a generic citizen or a business partner.

N/A Specify inter-agency web service
interoperability requirement at
semantics and regulatory levels.

Design

Translate the requirements into
conceptual models. Analyse
requirements to define high-level
design structure.

Identify all existing e-government
services that could play a role in
performing and completing a
LifeEvent. Identify the service
interface contracts.

Design major infrastructure and
system components (use design
patterns).

Construct a Metamodel for the service
group (composite service) from
available Meta Services, required to
perform and satisfy the LifeEvent.

Describe the responsibilities of all
system objects and their relationships
for every component.

Define and Configure the
relationships between all service
component groups with service
providers and service consumers
(Implement and Configure regulatory
requirements).

N/A Specify Ontology Instance
Specifications for the LifeEvent.

Delivery

N/A Interoperability requirements
Implementation (inter-agency
information and workflows)

Implement all the system services,
interfaces and business components as
well as system and data
configurations.

Populate LifeEvent ontology
instances and intelligent algorithms.

Table 4.1: Comparing activities in SIE and SE

Service integration engineering is about configuring the interoperability

of existing services to create new composite web services and workflows so

that they can deliver to customers better and more intelligent services. More



Service Integration Engineering Process 78

or less 50% of the anticipated tasks in SIE are interoperability-related, as is

illustrated in Table 4.1.

Testability of every phase of the software life cycle is also a crucial

component of software project management, and it is imperative to organise

all technical, semantic and organisational interoperability tasks and

activities into formal and testable phases of the SIE process to ensure a

successful web service integration project.

Table 4.1 is a comparative analysis of our proposed SIE with the

classical software engineering process described by Sommerville (2004) in

his book Software Engineering. Analysis of this comparison indicates very

limited similarities between the two, and the greatest emphasis in SIE is on

solving complex interoperability problems and service workflow

configuration rather than designing new components.

Our analysis indicates a substantial difference between activities

performed in the SIE project and a typical SE that uses component-base

software development methodology.

Interoperability specification and enabling tasks seem to have not been

previously considered as an integration-specific stage in any SDLC, yet we

believe these two steps are crucial to any successful e-service integration

project. Important new concepts such as LifeEvent in the context of e-

government services (Castellano, 2005), which are described as citizens’

basic service requests, such as applying for a driver’s licence, are also new

to the classical software engineering. Newly-introduced concepts need to be

more thoroughly analysed in a service integration context in general and in

e-government integration specifically.

A comparative analysis of both processes detailed in Table 4.1 can be

summarised as follows: LifeEvent is considered to be the fundamental unit
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of requirement for e-government service integration projects, as opposed to

‘functionality’ which is the simplest unit of requirements in the modern

object oriented software development process. In a broader sense, from the

citizen’s point of view, it comes down to using one or more e-government

services to satisfy a typical citizen’s basic private or social need.

The simple fact that the complexity of e-government service integration

is rapidly growing as a result of the constant increase in available services

further highlights the need for a formal methodological approach and

design standards to ensure efficient - and more importantly, repeatable -

service integration process.

The substantial difference between the two processes provides enough

reason to believe that the traditional software development frameworks are

ill-equipped for efficiently dealing with service integration projects, not to

mention the theoretical and technical issues discussed in Chapters 5, 6 and

7, which may increase the risk of complete or partial project failures.

Therefore, we are encouraged to take this study one step further and

research the requirements of a new framework that would be capable of

carrying out successful and efficient service integration.

Repeatability is the most important key attribute of modern engineering

frameworks. From a service integration point of view, it is important to

identify services and their formats that are used by many SOA participants

(agency e-services in this case) in order to drive our integration framework

standards. This will ensure the reliability and scalability of the integrated

services, as well as the repeatability.
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4.2 LifeEvent

LifeEvent is a concept that we use as guiding metaphor for customer-

centric public service provision. From an e-government integration point of

view, a LifeEvent is a collection of actions including at least one public

service, which when executed in its appropriate workflow fulfils the needs

of a citizen arising from a new real-life situation (Trochidis et al., 2007).

This section explains the principles used for the analysis and modelling

of LifeEvent. The concept of constructing a LifeEvent from available web

services is illustrated in Figure 4.1.

Figure 4.1: Constructing a LifeEvent from available web services

The concept of abstraction in an object-oriented paradigm (Kramer and

Hazzan, 2006) plays an important role in the representation of complex data

structures. Abstract objects or data structures can form hierarchical

representations to provide easy-to-understand solutions for complex

models. Abstraction is the means by which only a certain level of
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information detail is exposed by the entity, depending on the levels of

representation intended for that model.

Different levels of data abstractions are also known as the level of

granularity of a model. This study invokes the principle of data abstraction

in the context of LifeEvent to represent an integrated service in different

levels of granularity, depending on the detailed information about its

underlying service structure and business rules.

The LifeEvent model effectively supports the e-government service

integration task in all its uniqueness and complexity by combining basic

services offered by multiple public authorities into a single composite

service that corresponds to an event in a citizen’s life. We use the concept

of LifeEvent to create the building blocks of an integrated e-government

service delivery system. This concept is illustrated in Figure 4.2.

Figure 4.2: LifeEvent as building blocks of integrated e-government

If it is properly modelled and implemented, LifeEvent has the capacity

to revolutionise the way government web services are analysed, modelled,

composed and delivered to provide a citizen-centric view of the government
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model. We consider the concept of LifeEvent to be almost equal to the

concept of ‘composite service’ within the scope of this research, and we use

the words LifeEvent and composite service interchangeably. Examples of

LifeEvent are Moving House, Passport Application and Motorcycle

Licence. Throughout this research, we will use the Motorcycle Licence

Application example to demonstrate the related concepts.

4.3 Service Integration Engineering in Practice

This section is dedicated to discussing in detail the main activities of

our proposed SIE process. It is important to note that the services

integration specification is live and subject to change through feedback

within the process. Based on the discussions in Section 4.2, this research

suggests additional activities and techniques that are required to handle the

complexity and unique attributes of developing LifeEvent as an integrated

e-government service. Figure 4.3 is the graphical illustration of the

proposed SIE process. It is very important to note that due to the nature of

this process, integrated web services (LifeEvents) are built and configured

at run-time.

`

Figure 4.3: Conceptual diagram of the SIE process
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4.3.1 Analysis Phase

Designing predictive applications that can make independent decisions

or provide effective information for humans to make such decisions

requires the use of specific design and modelling techniques. It is widely

recommended by the research that such applications make use of the

knowledgebase in the form of ontology. It is the position of this research

that classical SE is not well-equipped to handle the design of semantically

rich and dynamically configured applications.

There are two clear tasks in the Analysis phase in our proposed process,

each responsible for producing semantic information at a relevant level of

abstraction in the life cycle of a LifeEvent.

The first task is to nominate web services for LifeEvent participation

(Web Services Nomination). In this task, readily available web services are

discovered and registered as potential building blocks for an integrated

composite service.

The second task is to propose an integrated service (LifeEvent

Specification) and indicate its boundaries (scope). The purpose of this task

is to specify all the required web services for a specific LifeEvent (all

services must have already been deployed and made available by

government agencies over the Internet).

First Order Logic is free of all ambiguities associated with natural

language expressions. It provides an unambiguous notation for predicate

calculus which is one of the best design tools for formalising ontology and

deriving axioms for predictive behaviour. The SIE process model described

in Figure 4.3 allows for the use of formal ontology description and design

tools in this phase.

The result of this phase is two artefacts:
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One is an ontological catalogue providing precise semantic information

on all the technical communication and QoS parameters of services

provided by their WSDL. The role of this ontology (OWL-S) is essential for

the LifeEvent in the delivery phase, because it provides descriptors for

every atomic service participating in the LifeEvent.

Second is the specification of all the services in the form of LifeEvent

Services. This specification is in the form of an ontology data file designed

to provide all the knowledge required to understand the highest level of

requirements for the proposed integrated web services.

A detailed description of the ontology required in this SIE process

model is given in Chapter 5.

4.3.2 Design Phase

Workflow modelling and design can further be divided into generation

and specification stages (Liu et al., 2007). The workflow models are

considered to be manual, semi-automatic or automatic depending on the

level of semantic and dynamic knowledge representation of the model. The

specification of the model, depending on the level of semantic intelligence

representation, can be implemented using industry standards such as

Business Process Engineering for Web Services (BPEL4WS) or OWL-S.

Industry standards such as BPEL4WS are more suitable for static

workflows with no semantic intelligence and are entirely configured at

design time; however standards such as OWL (McGuinness, 2004) handle

specific semantic information that could be used to design a dynamically

configurable workflow (automatic and semi-automatic models).

A unified and repeatable e-government service integration process must

make use of best practice modelling techniques in a way that increases its
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reusability in different scenarios, even if these scenarios are in different

implementation domains. Our goal in modelling and design is to visualise

the LifeEvent design in various levels of abstraction at various phases of

our proposed SIE process.

The first task in design phase is therefore to prepare knowledgebase

artefacts that can provide knowledge about a more granular level of an

abstract LifeEvent. This task (LifeEvent Metamodel Design) is to produce

an ontology data file that carries all the knowledge required by the system

to understand the various details of a LifeEvent Metamodel in order to

deliver a specific instance of that LifeEvent.

The second task in the Design phase is the Service Regulatory

Compliance design, which ensures that every regulatory requirement of

every web service that participates in a LifeEvent is understood and

enforced as a rule by the LifeEvent designer. If we have chosen a number of

web services to participate in a LifeEvent, we must ensure that they are

arranged in such a way that there are no prerequisite loopholes or conflicts

between the services. For example, if there are three possible web services

involved in our Motorcycle Licence Application LifeEvent, we must ensure

that they are arranged in such a way that the prerequisites of all the services

are satisfiable when the LifeEvent is executed.

E-government service integration projects must pay specific attention to

Regulatory analysis, also possibly to other interoperability issues such as

organisational, procedural and jurisdictions. This information is gathered

and used as part of the requirements analysis for integrating services. To

accomplish semantic interoperability, it is necessary to prepare the service

domain ontology
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One of the most important areas of analysis and design discussed in this

study relates to government regulation and rules. These regulations are to

be organised in the LifeEvent ontology to illustrate the semantic correlation

of every element. One way to organise the regulatory knowledge is to

imbed them in an ontology data file and attach it to the LifeEvent

Metamodel when it is prepared and delivered as an item of results from the

tasks of this Phase. The other way to approach is to imbed the regulatory

knowledge in the LifeEvent ontology as an object property of a concept. In

this research we chose the latter approach.

4.3.3 Delivery Phase

The design specifications of automatic workflow models differ from

those of static models in that for automatic workflow model. The designer

produces a Metamodel that only describes the type of services and the order

of execution. This method called Metamodelling, a Metamodel must also

contain semantic regulatory information that dictates the terms and

conditions of the execution to determine whether it is the right time to

execute a particular service and how the results of its execution would

affect the overall status of the workflow. A Metamodel produced in the

design phase can be used by citizens to create a personalised instance of the

LifeEvent to suit their requirements.

The Delivery Phase mainly deals with alternative workflow instances

that are produced based on semantic information extracted from LifeEvent

ontology and information provided by the customer. The complexity of the

situation can go even further by assuming that one of the services may fail

at execution time. In this case, the workflow composer must discover the

best available alternative service to replace the failed service; this requires
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automated feedback to the service user and the composition of an

alternative workflow instance to substitute for the failed workflow. Our

strategy is to facilitate the seamless evaluation of composition candidate

services; to improve composability for run-time workflow construction.

This requires mechanisms that address the requirements related to ontology,

profiles, and their underlying formalism.

Chapter 6 will step through the process of implementing an actual

LifeEvent using the SIE phases mentioned here. This will give us the

opportunity to evaluate the practical implications of the SIE modelling

process.

4.4 Summary

In this chapter we put forward our findings to indicate that the creation

of composite service architecture must focus on and represent business

objectives, which often concerns producing an added value of delivering a

better and more reliable service for users of those composite services.

The complexity of integrating e-government services, especially those

developed to an advanced transactional stage requires a highly documented

and repeatable methodological approach to ensure the most efficient and

reliable transformation of e-government services towards an integrated

LifeEvent driven system. In this chapter, an integration methodology to

accommodate the integration specific tasks into a typical software

engineering process was proposed.

From an engineering process point of view, focusing on the detailed

implementation of an integrated e-government delivery system requires a

specific attention to tasks and activities that are crucial to a successful
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service integration project. Hence, this chapter proposed a modified version

of the classical software engineering process. SIE has all the tasks and

activities that are necessary to handle the complexity of service integration

process.

From an implementation point of view, focus on the detailed

implementation of our proposed integrated e-government delivery system is

also required. Chapter 6 will provide in-depth, detailed information about

our proposed framework (ESIM) and Chapter 7 will discuss the

implementation platform by developing an integrated e-government service

delivery system that can provide a proof of concept for all our theoretical

assumptions.



Chapter 5:
LifeEvent Ontology

Before discussing the details of our proposed framework for e-

government service integration in Chapter 6, it seems to be helpful and

intuitive to describe our design for ‘LifeEvent Ontology’. The integration

framework makes extensive reference to LifeEvent ontology and it will be

easier to understand if we introduce the concept beforehand.

This chapter intends to provide detailed design and a formal description

for an ontology that is of crucial importance for our framework, proposed in

Chapter 6, to work. It discusses the definition of ‘Ontology’, ‘Service

Ontology’ and ‘LifeEvent Ontology’. Section 5.1 describes the concept of

Ontology, then in Sections 5.2 and 5.3 we give details of what the concepts

of Service and Service Ontology mean in this thesis. Section 5.4 explains

and illustrates the overview of our conceptual design for the LifeEvent

ontology. Section 5.5 explains the annotation used in our formal method

and we use first order logic to establish the main axioms and design rules

for the ‘LifeEvent Ontology’.

5.1 Definition of Ontology

In the information technology domain, the term Ontology is a word

borrowed from philosophy that refers to the science of describing the kind
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of entities in the word and how they are related (Smith et al., 2003).

According to the Merriam Webster online dictionary, it is defined as1:

1) A branch of metaphysics concerned with nature and the

relations of beings

2) A particular theory about the nature of being or the kind of

things that have existence

In the context of information technology, the most typical kind of

ontology has a taxonomy and a set of inference rules (Berners-Lee et al.,

2001). A more formal definition of ontology is given by Maedche (2002) as

follows:

An ontology is a 5-tuple as ),,,,(:: OC ArelHRCO  , where C is a set

of classes (concepts); R is a set of relations; CCHC u� is called

taxonomy, ),( 21 ccHC means 1c “is-a” 2c ; CCRrel uo: is a

function defined for other relations; and oA is a logical language.

Aside from these definitions, ontologies are used to describe a variety of

models, ranging from simplest taxonomies such as Online Directory

Project2 to very complex knowledge models written in first order logic3.

5.2 RDF and RDF Schema

The Resource Description Framework (RDF) is a recommendation of

W3C specifications, originally designed as a metadata model. It is used as a

general method for conceptual description or modelling of information that

is implemented in web resources, using a variety of syntax formats.

1 http://www.merriam-webster.com/dictionary/ontology
2 http://www.dmoz.org/
3 http://www.ehealthserver.com/ontology/
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RDF has an XML-based syntax; it provides a metadata model for

ontology knowledgebase and provides a common framework so that

applications can process and exchange the information automatically

through the World Wide Web.

RDF Schema is the description of RDF language. It is also expressed in

XML and provides a simple ontology of RDF concepts and property

definitions. RDF provides the basis on which next generation ontology

languages are developed. In other words, most new ontology languages are

logical extensions of RDF.

5.2.1 RDF Model

RDF identifies objects using URI (Berners-Lee et al., 1998). A URI is a

compact series of characters that identifies an abstract or physical resource.

It is used extensively as a way to identify resources on the web such as web

pages. RDF describes resources in terms of simple properties and property

values. Thus, statements in RDF are represented as triples of (subject,

predicate, object). The subject denotes the resource; the predicate denotes

the relationship between the subject and the object; and the object can itself

be a resource or a string literal which represents a basic data-type such as

Integer, String, or Boolean values.

RDF Schema is a semantic extension of RDF which provides a way to

describe how resources in RDF are related to each other. The schema

divides resources into groups or classes and provides a simple hierarchical

classification structure which relates these classes to each another through

properties.

The predicate or property element is identified to represent the predicate

and object of the statement. Its content is the object of the statement, which
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is a plain literal. These triples can also be represented as a graph where the

nodes are resources (subject and object) and the arcs are the properties

(predicates).

5.3 OWL

OWL ontology is also an RDF graph and is represented by a set of RDF

triples. As with any RDF graph, an OWL ontology graph has different

syntactic forms. OWL extends RDF and RDF schema ontologies by adding

more vocabulary for describing properties and classes such as relations

between classes, cardinality, equality, richer typing of properties,

characteristics of properties, and enumerated classes.

The ontology is not limited to defining the pure hierarchy of classes and

their relationships; they are also used to inference class relationships such

as equivalence or being disjoint.

5.3.1 OWLModel

Every OWL ontology has a root class called owlThing. Every other

class defined with the ontology is a subclass of owlThing. OWL supports

set operators on classes such as union, intersection and complement.

It also allows class enumeration and disjoint. There are two types of

simple properties in owl description: one is ‘datatype’ and the other is

‘object’ properties. Datatype properties are relations between instances of

classes and RDF literals or XML schema data types. Object properties are

relations between instances of two classes. Properties can also have logical

connectivity such as being transitive, symmetric, inverse and functional. As

in RDFS, an OWL class contains individuals, which are instances of the

class and other subclasses.
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Instances are RDF descriptions of a class in which properties are

populated with certain values. OWL allows a class to be defined with

logical restrictions on certain properties. Classes can be restricted by

existential or universal quantifiers. For example, the class LifeEvent may

have subclasses defined with existential quantifiers on the hasService

property such as:

hasService some LifeEventService.

Thus, a restricted subclass of the LifeEvent class can be defined as the

MotorcycleLicenseLifeEvent class, which contains all LifeEvents that have

LifeEventService as a service. This amounts to all the instances that have

the hasService property assigned to the LifeEventService. In addition, these

properties can also have cardinality restrictions. For example, a LifeEvent

must have at least one LifeEventService but may have more than one. Thus,

the hasService property can be restricted to:

hasService > 1 and a LifeEvent instance can have multiple hasService

properties.

5.3.2 Sublanguages

OWL has three sublanguages: OWL Full, OWL DL and OWL Lite, all

described in (McGuinness, 2004). OWL Lite is the least expressive of them.

OWL Lite is somewhat more expressive than RDFS, because it provides

simple constraints of classes and properties in addition to supporting a

classification hierarchy. OWL DL is modelled on description logics, all

conclusions are guaranteed to be computable that means, it supports

maximum expressiveness while retaining computational completeness, and

all computations will finish in finite time.
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OWL DL includes all OWL language constructs. OWL Full is the most

expressive of the three sublanguages. The main difference between OWL

DL and OWL Full is that in OWL DL, a class is only expressed as a

collection of individuals and cannot be regarded as an object in and of

itself. However, in OWL Full, a class can be treated simultaneously as a

collection of individuals and as an individual in its own right. Due to this

difference, OWL Full cannot be checked for soundness using reasoners. A

service class will only represent a collection of individuals and does not

need to be an individual in its own right, and we would like to use OWL

reasoners such as FaCT++ (Tsarkov and Horrocks, 2006) to check for the

soundness of OWL documents.

5.3.3 OWL Querying

There are many ways to query OWL ontology. One way is to use a

reasoner to create a class with certain restrictions and classify this class

within the ontology to see which classes it relates to. The query processor

can then look at the equivalent classes, super classes and subclasses to see

the different relationships of the query class. Another way is to use the

reasoner to reason over the OWL instances. The query processor converts

the query to an instance of an OWL class in which all the property values

are the same as that of the query. The reasoner then finds all the classes

which have this instance as an inferred instance. An inferred instance is one

that has not been explicitly instantiated within a class but is inferred to be

part of a class because of its properties. The instance is then matched to a

number of classes. Aside from these methods, there are a few OWL query

languages which have been developed. The OWL Query Language (OWL-

QL) (Koponen and Virtanen, 2004) is a formal language and protocol that
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queries an OWL ontology by finding class relationships. It also allows

querying and answering agents to conduct a query-answering dialogue in

ontologies represented by OWL.

5.4 Using Ontologies vs. Databases

A logical model of entities and relationships, the Entity Relationship

(ER) model in a domain defines a relational database. The ER model can be

perceived as a simple ontology because it does not define relationship types

and class expressions and thus cannot be classified using ontology

reasoners. In addition, an ER model is used for translating to physical tables

and thus knowledge about the relationships is captured mainly in the

documentation rather than within the ontology itself. This schema is

normally specific to the needs of the given application and cannot be shared

easily across different domains.

The reasoning power of ontology is the motivation behind its use for

representing services rather than using simple attribute-value

representations of data, such as in traditional databases. An example of a

query which can be done using an ontology which is difficult to do using an

SQL query is: ‘Given a service class, find all logically related matches to

my query’. Simple Query Language (SQL) also does not support abstract

data types, thus making it difficult to determine whether a certain property

value belongs in a number of different classes or types. Ontologies can also

be shared, re-used and changed. Ontologies can be distributed across the

Internet and grow limitlessly, and they can be discovered and shared using

their URI.
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When new relationships are established within the ontology schema

because of ontology migration or the addition of new classes, determining

new relationships within the ontology is simply reduced to running a

reasoner on the ontology in order to reclassify the classes. For relational

databases, changes to the schema may have a fundamental impact on the

existing data.

The main drawback to using ontology is that classification is expensive.

As ontologies grow large, and especially when instances of classes are

stored in the ontology, reasoning becomes a bottleneck. We tackle this

problem by storing instances in separate ontology data-files instead of the

ontology schema itself. This speeds up the classification process

considerably. Also, a positive side-effect of the distributed architecture of

LOOSI platform is that it allows each component to handle different

ontologies (OWL-S and LifeEvent).

5.5 Web Services Ontology

In order to understand what real-world services are, we look at the work

done in the economic and business sciences as well as literature originating

from the ICT area.

Hardly any of the generic concepts concerning real-world services show

up in current e-commerce product classifications or standards for Web

Services, a term that refers to Internet-based technologies, rather than

business activities. Web Services are loosely coupled, reusable software

components that semantically encapsulate discrete functionality. Web

Services, however necessary and useful they are, cannot really be seen as
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services in the sense of the business science literature; they are currently

rather restricted to Input / Output interface specifications.

Further requirements on any service ontology are that its components

should be mappable onto configuration task ontologies. This is feasible,

because the component based and configuration like nature is inherent to

services. In addition, service ontology should be consistent with ontologies

that describe value creation in e-government.

There are many initiatives that have made progress towards defining

and organising ontologies for web services, two of which have contributed

a great deal to the state-of-the-art:

1) OWL-S defines a set of basic classes and properties for declaring and

describing services, i.e. an ontology for describing Web Services that

enable users and software agents to automatically discover, invoke,

compose and monitor Web resources offering services under specified

constraints (W3C, 2004). OWL-S tries to cover the description of

services in a wide sense, not focusing on a particular application

domain or problem.

2) WSMO aims to create ontology for describing various aspects related to

Semantic Web Services, but with a more defined focus: solving the

integration problem (Domingue et al., 2004). WSMO also takes into

account specific application domains (e-Commerce and e-Work) in

order to ensure the applicability of the ontology for these areas.

In comparison of the two standards, WSMO covers most of the

description elements introduced in OWL-S and introduces additional

elements that increase its applicability in real domains. Aspects such as

mediation and compensation are key issues to be solved for the realisation
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of Semantic Web Services, and to make this technology applicable for e-

Commerce and e-Work (Zhang et al., 2004). WSMO should provide a

higher level of detail for the definition of aspects such as choreography or

grounding. If these elements are appropriately covered, WSMO can become

a strict superset of OWL-S that also covers relevant issues not covered by

OWL-S. WSMO also intends to have an execution platform, called Web

Service Modelling eXecution environment (WSMX), while the intentions

of OWL-S in this direction are not yet defined.

A web services transaction involves three parties: the service requesters,

the service provider, and a mediation infrastructure facility. The service

requester, who may broadly be identified as user, seeks a service to

complete its task; the service provider, which can be broadly identified as

provider, provides a service sought by the user. The user may not know of

the existence of the provider ahead of time, so it relies on mediator

infrastructure facilities that act like a service registry and workflow

organiser to find the appropriate provider. The role of the mediator registry

is to match the request with the offers of service providers to identify which

of them is the best match. In Chapters 6 and 7 we will provide the details of

such facilities that can act as a delivery platform for LifeEvent and a

framework for using such platform. The remainder of this chapter explains

the detailed design for an ontology that can provide a foundation for such a

framework.

Consider the utilization of a credit card service. A customer can choose

the simplest form of a credit card or a more expensive card which offers

extra services as free travel insurance, high withdrawal limits, travel

assistance abroad, worldwide card replacement in case of loss, linking the

card to a preferred supplier and more. Multiple aspects of this service
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offering can be facilitated by websites: ordering a card, transactions listing,

buying other services and goods with the card and more.

Another example is the online organisation of events, such as

conferences, board meetings, executive courses, exhibitions, and so on.

Their electronic facilitation requires many capabilities, including a good

predefined classification of such events, together with a description of their

properties, plus the constraints they impose, such as suitable times and

spaces (rooms, halls, room setup).

Essentially, ontology is needed that defines the core contents of the

service. In addition, electronic facilities should provide the capability to

select relevant supplementary services. Such services include travel

insurance and high withdrawal limits in the credit card case, and coffee

breaks, video facilities, Internet connection, translation, sound, technical

assistance, or catering, in the event organisation case. This again occurs in a

predefined and standardised, ontology-based way, such that associated

additional relationships and constraints can be automatically catered for.

Next, customer needs, perceptions and requirements regarding a service

usually contain many ‘soft’ statements, leave many things implicit, and

often necessitate a significant interpretation and transformation step into the

provider's ontological vocabulary and the components that the service

provider can actually deliver.

OWL-S has made progress towards configuration-based service

composition. We suggest that an important part of a paradigm for the

electronic support of real-world services is a generic component-based

description of services and what they contain; in other words, a service

ontology, such that the electronic design and production of services can be

simplified to a configuration task. This task is what is called service
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composition. In a collaborative e-government scenario, then, the ideal is to

have an intelligent support system that:

x Contains ontological descriptions of the service bundle contents;

x Translates customer needs and preferences into suitable terms from

the service provider viewpoint;

x Can deal with all the associated constraints in automatically

constructing the requested service in a configuration-oriented way,

supporting the composition of services from different service

providers into a user-controlled work-flow of compound web

services.

The biggest limitation of OWL-S is that it only allows for the

composition of services (or operations) described in one WSDL. A new

system of web services knowledgebase configuration would be necessary if

we wanted to compose web services from different vendors. One major

challenge is that the service ontology must be sufficiently generic to be

useful across many application domains. We discuss below how such

ontology might look and present its logical formal description.

5.6 LifeEvent Ontology

This research defines the LifeEvent ontology as the logical extension of

OWL-S to provide extended functionality which allows a systematic

integration of e-government web services by means of abstraction in design

and implementation. The advantage of such an extension is that it preserves

and uses all the capabilities inherited from upper ontologies such as OWL

and OWL-S, while adding more specialised ontology concepts to achieve
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precise results for automating the integration of e-government web services

by means of abstraction. Our design for LifeEvent ontology will take the

goal of OWL-S one step further to integrate atomic and composite services

not only from one service provider but from many, to allow the dynamic

construction of a user controlled work-flow of readily available web

services.

Our model for LifeEvent ontology requires two types of knowledge

analysis in order to achieve a more comprehensive solution for the design

of the ontology itself. This ontology needs to provide two essential types of

knowledge about an event in a citizens’ life, as described in Sections 5.8.1

and 5.8.2.

LifeEvent ontology as a service knowledgebase is required to automate

the acquisition of individual web service instances in a LifeEvent workflow.

It provides service specific information such as availability, service type,

service profile, and required communications parameters to the run-time

workflow construction process. A service knowledgebase could use

multiple ontology descriptors (OWL-S ServiceModel) to obtain the

semantic information required by the workflow for the invocation of atomic

services. LifeEvent Ontology embodies the following concepts:

5.6.1 LifeEvent Concept

A meta-model that provides a category of knowledge that is needed to

answer the question ‘In what possible alternative ways can a LifeEvent be

constructed?’ The answer to this question starts with the concept of

LifeEvent that is the root element of the ontology inherited directly from the

generic concept of Thing. This ontology class is the definition of an

abstract construct of all possible services that are nominated to collaborate
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with each other in order to solve a business problem. This ontology class

has the inversed functional object property called hasService. This object

property is of type class LifeEventService. The minimum cardinality of this

property is one; this means that a LifeEvent must be comprised of at least

one service. One of the most important responsibilities of this class is to

enforce the rules of government regulations to make sure a legally

acceptable workflow is provided that can be instantiated and executed to

fulfil a customer request for a service. Listing 5.1 is the RDF code for the

construction of this object property.

<owl:ObjectProperty rdf:about="le#hasService">
<rdf:type rdf:resource="&owl;InverseFunctionalProperty"/>
<rdfs:domain rdf:resource="le#LifeEvent"/>
<rdfs:range rdf:resource="le#LifeEventService"/>
<owl:inverseOf rdf:resource="le#describedByLifeEvent"/>

</owl:ObjectProperty>

Listing 5.1: Definition of object property hasService

5.6.2 LifeEventInstance Concept

One possible way of implementing a LifeEvent is defined by this

concept, meaning that if we consider the LifeEvent as meta-model that only

defines the types and the order of possible web services in the workflow,

then a LifeEventInstance would be one of the possible ways to create such

workflow. This concept has an object property of type ServiceInstance

called hasServiceInstance, with the cardinality of one. This property

represents the individual invoke-able instances of web services that make

up the workflow of the LifeEvent at run time. Listing 5.2 is the RDF code

for the construction of this object property.
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<owl:ObjectProperty rdf:about="le#hasServiceInstance">
<rdfs:domain rdf:resource="le#LifeEventInstance"/>
<rdfs:range rdf:resource="le#ServiceInstance"/>

<owl:inverseOf rdf:resource="le#partOfLifeEventInstance"/> </owl:ObjectProperty>

Listing 5.2 Definition of object property hasServiceInstance

5.6.3 LifeEventService Concept

This concept provides knowledge about the acceptable web service

types and possible sets of actual service instances for every service type. In

other words, this concept is the abstract construction of all service types that

could potentially be instantiated as a ServiceInstance at runtime. As has

been strongly acknowledged by other research literature (Lytras, 2006), the

diversity of structures, regulations and procedures affecting networks of

heterogeneous administrative units represents a challenge for semantic

integration. This type of knowledge is specifically related to e-government

service integration, since every LifeEventService participant in any

LifeEvent may enforce or be affected by one or more government

regulations. These regulations are the governing rules of composite services

in the e-government domain, specifically because regulations are one of the

integral parts of interagency processes (i.e. where the LifeEvent process

flow crosses multiple agencies). Furthermore, regulatory knowledge is

required for designing an inter-agency workflow that crosses the boundaries

of local, state, and federal agencies. It has three object properties:

1) hasPrerequisite, that provides the knowledge about the order of

services in the workflow or possible required action or
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documentation prior to the invocation of the web service. Listing

5.3 is the RDF code for the construction of this object property.

<owl:ObjectProperty rdf:about="le#hasPrerequisite">
<rdfs:domain rdf:resource="le#LifeEventService"/>

<rdfs:range>
<owl:Restriction>

<owl:onProperty rdf:resource="le#hasPrerequisite"/>
<owl:someValuesFrom rdf:resource="le#Prerequisite"/>

</owl:Restriction>
</rdfs:range>

</owl:ObjectProperty>

Listing 5.3: Definition of object property hasPrerequisite

2) hasServiceType, and

3) hasServiceSubType provide knowledge about the type of

LifeEventService. Listing 5.4 is the RDF code for the

construction of these two object properties.

<owl:ObjectProperty rdf:about="le#hasServiceSubType">
<rdfs:domain rdf:resource="le#LifeEventService"/>
<rdfs:range rdf:resource="le#ServiceSubType"/>
<rdfs:subPropertyOf rdf:resource="&owl;topObjectProperty"/>

</owl:ObjectProperty>

<owl:ObjectProperty rdf:about="le#hasServiceType">
<rdfs:domain rdf:resource="le#LifeEventService"/>
<rdfs:range rdf:resource="le#ServiceType"/>
<rdfs:subPropertyOf rdf:resource="&owl;topObjectProperty"/>

</owl:ObjectProperty>

Listing 5.4: Definition of hasServiceSubType and hasServiceType

5.6.4 ServiceInstance Concept

This is a personalised instance of the LifeEventService and provides

knowledge about the user preferences at runtime. It implements all the

prerequisites of the web service that are enforced by the LifeEventService.
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ServiceInstance extends LifeEventService and represents one of many

possible runtime instances of the LifeEventService. This ontology class has

a property partOfLifeEventInstance that points to a class LifeEventInstance

described in Listing 5.3 as the inverse functional property of

hasServiceInstance. It is through this property that we can obtain

knowledge about actual web services participating in a LifeEventInstance.

It is our view that any problem a LifeEvent seeks to address can be

fitted in to two main areas of concern:

For LifeEvent users, it should describe how to ask for an OWL-S

service and what happens when the workflow is being executed. By ‘what

happens’ we mean what are the particular technical and legal requirements

of invoking any of the web services in the LifeEvent work-flow.

For managing the workflow, LifeEvent uses a logical description to

perform four different functions:

1) To create a composite service work-flow from multiple services in

order to perform a specific complex task. It is important to note that

‘composing OWL-S services’ as a LifeEvent is different from

‘composite services’ described in OWL-S specifications. The

composite services described in OWL-S are provided by one service

provider and specified in one WSDL grounding specification,

whereas a LifeEvent composes services from totally different

providers with separate WSDL grounding specifications.

2) To manage the status and results of executing a complete or a

partial LifeEvent work-flow of web services. This means that a

citizen can request a invocation of a LifeEvent but does not

necessarily complete the whole LifeEvent in one go. The user also
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has the ability to choose to invoke any of the operations listed in a

web service descriptor.

3) To coordinate the activities of different service participants

(requester, provider and mediator) during the course of the web

service enactment.

4) To monitor the execution of the web service and compensate for

any web service failures at run-time. This is made possible by the

fact that a LifeEvent is a Metamodel and it can be instantiated in

many possible ways depending on the availability of different actual

ServiceInstances for a particular LifeEventService. There are two

object properties of ServiceType and ServiceSubType that can

provide essential knowledge about a particular ServiceInstance that

enables a LifeEventInstance make a decision on substituting a failed

ServiceInstance with a new one that is the closest match in terms of

its object properties (hasServiceType and hasServiceSubType).

The ontology illustrated in Figure 5.1 displays the main concepts of

LifeEvent. The abstract concept of LifeEvent is extended by

LifeEventInstance. LifeEvent is a ‘Metamodel’ representing a generic event

in a typical citizens’ life. This concept points to one LifeEventService. A

LifeEventService is the conceptual representation of a web service that

holds information about the service type by pointing to an instance of a

class ServiceType and an instance of class ServiceSubType.

LifeEventInstance is also aware of the position of its corresponding web

service within the execution workflow at runtime. LifeEventService

represents one element in a possible set of ‘n’ elements that makes up the

LifeEvent workflow.
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A LifeEventService can be instantiated in many ways since it would be

pointing to one or possibly more than one LifeEventInstance through

ServiceType and ServiceSubType concepts.
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Figure 5.1: LifeEvent ontology conceptual graphs.
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In order to lay down legally acceptable foundation for invocation of

government web services and to attain a legal outcome of such invocation,

one needs to satisfy a set of legally binding regulatory requirements. We

achieve this by setting up the rule: ‘every element in this workflow must

point to at least one prerequisite’. This rule is modelled as concept called

‘Prerequisite’. This new concept extends the concept ‘Thing’, therefore it

could represent anything including but not limited to document, payment

or, in most cases, another LifeEventService. This rule creates a linked list of

services in which every LifeEventService has an object property

hasPrerequisite which is of type ‘Prerequisite’.

It is important to stress that the concept of Prerequisite is very different

than the property of ‘Precondition’ described in OWL-S specifications; this

difference is illustrated in Listing 5.5. OWL-S defines the property

Precondition to be represented as logical formulas like expressions as

literals, either string literals or XML literals. The latter case is used for

languages whose standard encoding is in XML, such as SWRL or RDF.

<Description rdf:about="#process2">
<hasPrecondition>

<expr:KIF-Expression>
<expr:expressionBody>

(!agnt:know_val_is
(!ecom:credit_card_num ?cc)
?num)

</expr:expressionBody>
</expr:KIF-Expression>

</hasPrecondition>
</Description>

Listing 5.5: Implementation of property hasPrecondition in OWL-S

If an OWL-S process has a precondition, then the process cannot be

performed successfully unless the precondition is true. The difference
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between the Precondition properties of OWL-S and the Prerequisite

concept of LifeEvent falls into two major areas:

1) Consider a process that charges a credit card. The charge goes

through if the Precondition (card is not overdrawn) is true. If it is

overdrawn, the only output is a failure notification. This means that

the Precondition is an expression of whether to allow the invocation

of a service to go ahead, whereas the concept Prerequisite of

LifeEventService extends the concept Thing, therefore it could be

anything, including another LifeEventService. A LifeEventService

can be invoked if and only if the prerequisite is not itself and the

property isFulfilled of the prerequisite service is set to true.

2) The other important difference between the two concepts is that the

concept of Precondition is confined within the domain of one web

service, whereas the concept of Prerequisite goes beyond the

domain of one web service and includes a much larger area of the

universe of discourse under the domain of LifeEvent. In later

subsections we will explain the significant role of the concept

Prerequisite where it is of the type LifeEventService. Listing 5.6 is

a snippet of the owl tag for the class Prerequisite.

<owl:Class rdf:about=le#Prerequisite">
<rdfs:comment>

This class could constitute anything and is the root element of all
classes that enforce workflow regulations for the LifeEvent Ontology

</rdfs:comment>
</owl:Class>

Listing 5.6: Class Prerequisite in LifeEvent Ontology

Catering for the possibility of Service substitution in runtime is made

possible by the concept LifeEventService, which points to one or more
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ServiceInstance; this allows for the substitution of similar web services with

some degree of similarity, depending on web service availability or user

preferences at runtime.

5.7 LifeEvent Ontology Formal Description

We find it convenient to be able to speak about ontologies as objects

and to have a theory of these objects. We will use a first-order language that

contains the usual logical operators and symbols: for negation, � for

conjunction, � for disjunction, → for material implication, ↔for logical

equivalence, = for equality (≠ will abbreviate its negation), � for the

universal and � for the existential quantifier. In due course, we will

introduce non-logical symbols for the relevant predicates and relations if

required. We shall use x, y, z as variables ranging over existing entities, and

a, b, c will be constants denoting such entities. We will use ω, ω’ as

variables ranging over ontologies, and α, β, γ will be constants denoting

ontologies.

We do not offer a full logic, and in particular, there will be no

consideration of a deductive system. For the rest, unbound variables are

assumed to be within the scope of universal quantifiers.

LifeEvent candidate is an abstract definition of a complex workflow

comprised of a number of simple or composite web services. LifeEvent

candidate uses OWL-S descriptors of web services nominated by

government agencies in conjunction with government regulatory

information, which is required to ensure a legal outcome whenever it is

executed.
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In the following, we provide a formal description for the main concepts

(classes) of our LifeEvent ontology followed by their description logic:

LifeEvent = LE
LifeEventInstance = LEI
LifeEventService = LES
ServiceInstance = SI
Prerequisite=PR
ServiceType=ST
ServiceSubType=SST

We shall use the predicate ‘concept’ in order to denote Concepts, thus

‘concept(x)’ is to be read ‘x is a concept’, and a Concept can be from any of

the following types: (LE, LEI, LES, SI, PR, ST and SST). We will use x, y, z

as variables ranging over concepts.

Symbolically, the first axiom is an existential one, which asserts that

there is at least one entity of a certain type. Here we indicate that there

exists ontology ωand there exist entity x that is of concept (class) LifeEvent

in a variable ontology ω.

> @)()(, xLEx �:�� ZZ

We use the predicate Ω in order to denote token, thus ‘Ω(ω)’ is to be

read ‘ω is an ontology’. An instance of a given ontology token α is an entity

whose existence is recognised by α. We will write ‘inst(x, α)’ which is to be

read ‘x is an instance of α’. Hence, there is no empty LifeEvent ontology.

> @)()(),( ZZ :�o xconseptxinst

In addition any existence is a constituent of ontology.

> @),()()( ZZ xinstxconseptx ��o:
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The predicate ‘realises’ denotes the instances of associated LES

concepts within the LifeEvent ontology. While each instance may be a

model on its own, a combination of LESs may be aggregated to constitute a

composite model. In that case, the services are considered to be the

components of a model. LES (y) play role (r) that require skills (s) needed

to perform their role.

� �> @),(),()( srhasryplaysyLESy ���

Given that LES provides a set of specific operations O and the x is a

variable over this set to fulfil a t that is a variable over the set of tasks T, it

would be required to have a subset S’ from the skill set of S.

� �> @)(),()( SOxyprovidsyLES ��o

We must ensure that every LES carries enough semantic information to

facilitate the runtime reconfiguration in case of a web service failure during

the LEI execution. Every LES has an object property ‘hasPrerequisite’ that

makes one LES the prerequisite service of the value of this property in the

workflow of LESs. Each of these object properties point to another LES,

essentially creating a linked list of LESs in which every LES is aware of its

place in the list through the data property called workflowPosition. In other

words, a LifeEvent is the construct of a two dimensional linked list, in

which the first dimension is the list of meta-services and the second

dimension is the list of service instances for each meta-service.
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5.8 Summary

In this chapter, we outlined our design to extend the OWL-S in order to

propose LifeEvent ontology as the executable unit for composing e-

government web services. We introduced an ontology that accommodates

the concept of LifeEvent within the process of e-government web services

composition. The idea used in this ontology design introduces an innovative

approach towards the whole process of e-government web service

integration and delivery by shifting the focus of e-government integration

towards citizen-centric view of the e-government development.

We put forward a formal design for an ontology knowledgebase to

manage the workflow of integrated web services in a linear manner.

However, we also recognise that more research is required to specify and

formalise the design of more complex types of web services composition

such as parallel service processes in complex workflows.

In Chapter 6, we will propose a framework (Sanati and Lu, 2008, Sanati

and Lu, 2009b, Sanati and Lu, 2009a) known as ESIM which is a repeatable

modelling framework that formulates efficient and repeatable sets of tasks

performed in a configurable order to achieve the objectives of the e-

government service integration project. The design of this framework is

based on the theoretical constructs of Service Integration Engineering

methods introduced in Chapter 4 and the extensive use of LifeEvent

ontology introduced in this chapter.



Chapter 6:
E-government Service Integration
Modelling Framework

It is widely perceived that one of the most fundamental responsibilities

of any methodology is to support repeatability. Many research projects are

currently attempting to formulate new modelling strategies for web services

composition as the new technologies and development techniques are

proposed in the SOC (Huhns and Singh, 2005) domain. In the absence of

documented best practices of design and modelling techniques for web

services composition, it would be greatly beneficial to discover such

common practices and formulate a repeatable methodology for such

projects. This research recognises e-government service integration as a

sub-domain of web services composition and this chapter describes the

detailed specifications of a repeatable modelling process for e-government

service integration projects. E-government Service Integration Modelling

(ESIM) framework is a repeatable process, defining required tasks and

activities to provide effective management control over the e-government

service integration process. Chapter 6 uses the ESIM framework to model a

simplified example of an e-government integration solution as a proof of

concept.
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6.1 Semantic Information Integration

The research community and IT industry have experimented with many

solutions, ideas and modelling theories for integrating web services, some

of which advocate the use of semantic/ontology and some of which

specialise in integrating data and transaction aspects of web services. It is

the position of this research that e-government services cannot be integrated

in one ‘Big Bang’, therefore an automated dynamic process is required to

enable the gradual integration of e-government services in an intelligent

way. This could reduce the risk of failure associated with the traditional

resistance of governments to technology adoption and budgetary issues

such as increasing costs of data and process integration.

Semantic aspects of service integration in the e-government domain are

an active research subject in the international scientific community. In

addition to the examples described in Chapter 2, several other research

papers address this issue and are worth specific mention. For example

Graciela Brusa (2007) discusses how information integration must be

performed through the use of e-government-specific ontologies. Zhang

(2008) proposes the use of grid technology for the storage and retrieval of

diverse information in the context of e-government. Zhou (2005) proposes

semantic grid-based information integration. In this work, fundamental

problem of information integration is addressed by using the de-

centralisation properties of grid technology. Barnickel (2006) propose the

use of cross-ontology semantic web service composition to achieve

interoperability in e-government.

Unlike most aforementioned solutions, this research advocates a client-

centred approach in e-government service integration. Therefore, the basic

design strategy is to create a system that enables the ordinary citizens to
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create their own personalised composite services and enact them in a

controlled environment. Chapter 7 is dedicated to discussing the detailed

design and implementation of a software system to validate the conceptual

assumptions of ESIM framework.

6.2 Concept of Abstraction

The concept of abstraction borrowed from an object-oriented paradigm

is used to represent complex data structures. Abstract objects or data

structures can form hierarchical representations to provide easy-to-

understand solutions for complex models. Abstraction is the means by

which only a certain level of detail is exposed by the entity, depending on

the level of representation intended for specific models. This study invokes

the principle of data abstraction in the context of e-government services to

represent LifeEvent as a composite service in different levels of granularity

(abstraction), from very little detailed abstraction to higher levels of detail

about its underlying service structure and business rules in different levels

of granularity. The ESIM framework discussed in this chapter describes

such a conceptual model.

6.3 ESIM Overview

A Citizen-Centric model of e-government integration requires

government organizations to restrict their delivery of services, to be more

closely aligned to the needs of constituents rather than internal business

processes. E-government is a critical component to this Citizen-Centric

view of government as these strategies allow service users to have more

control over how and when they receive services. More than simply
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deploying web-based solutions, e-government strategies must aim to

digitalize interactions between governments and citizens, businesses and

other government organisations in order to provide more timely,

personalised and comprehensive integrated service.

Similar to private businesses, improving user satisfaction is also a top

goal for federal, state, and local e-government strategies.

The ESIM framework is a repeatable modelling framework that

formulates an efficient and repeatable sets of tasks performed in a

sequential order to achieve the objectives of e-government service

integration. This framework is constructed based on the assumptions of

Hybrid E-government Integration Model to achieve a Citizen-Centric

process for intelligent delivery of e-government integrated services. Figure

6.1 illustrates an overview of the process flow in ESIM framework, which

is explained in detail later in this chapter. The design of this framework is

based on the theoretical constructs of Service Integration Engineering

methods introduced in Chapter 4 and the extensive use of LifeEvent

Ontology introduced in Chapter 5.

Figure 6.1: Overview of the ESIM framework.
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The automated nature of ESIM framework will reduce the

aforementioned risks by allowing gradual and incremental participation of

government agencies for integration of their web services. Based on an

incremental use of the ESIM framework government agencies can decide

which services to integrate and when.

6.4 ESIM Framework

The process flow of ESIM framework is meant to be of a Control-

oriented type using deadlock resolution, exclusion, concurrency, and

process activation and deactivation. Flowcharting, being one of the primary

process-oriented modelling techniques is therefore the most suitable

modelling technique to used to model the requirements of this type (Thayer

and Dorfman, 1977).

Figure 6.2 illustrates the LifeEvent life cycle from the technical

perspective, begins with the initiation of a LifeEvent candidate at Stage 1

through to the proposed Metamodel at Stag 2 and finally the execution of a

personalized LifeEvent instance at Stage 3, each in deferent levels of

abstraction.
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Figure 6.2: ESIM framework for LifeEvent Life Cycle

This model is a component modelling view of the ESIM framework

with different types of stakeholders and their requirements. The framework

is split into three main stages along the logical implementation, to help

better understand its main activities. The ESIM framework requires
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LifeEvent to go through three stages in its life cycle before reaching service

consumers. These three stages are summarised as follows:

6.4.1 Stage 1 - Translating WSDL to OWL-S

For an e-government service integration system to work needs to create

a repository of available web services. Stage 1 is designed specifically to

populate such a repository with what is in fact a collection of Service

Ontology Instances, generated from already published and available web

services. In this stage nominated web services are registered in the service

repository and an instance of OWL-S is created for every registered web

service.

Inputs at this stage consist of:

1) The specifications of the participating services, such as a web

services deployment description in the form of WSDL.

2) Complementary semantic information about the services such as

service profile information, quality of service and service category.

This information is needed to form a semantic information

structure about a specific service individual in the OWL-S schema.

Outputs of this stage are:

1) An instance of OWL-S Service. The diagram in Figure 6.3

illustrates an example of how the service provider agent can

perform a fusion of the static data provided by WSDL with

semantic information provided by service owners or service

publishers into an instance of OWL-S. This function is called

service registration, during which the service provider nominates a

web service for participation in LifeEvents.
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2) A LifeEvent ServiceInstance. In this example ESIM combines the

syntactic information from WSDL with semantic information to

produce LifeEvent ServiceInstance data files as well as OWL-S

ontology data files.

Figure 6.3: LifeEvent ServiceInstance and OWL-S construction process.

6.4.2 Stage 2 – LifeEvent Meta Modelling

The review of recent literature in Chapter 2 implicitly indicates that the

cost of data and process integration has been a well known obstacle of

integrating web services. We propose an automated dynamic process to

enable a gradual and incremental integration of e-government services in an

intelligent way. This is important, because the system will not know, for

example, what services may be available prior to the instantiation and

execution of a LifeEvent (runtime). The automated nature of ESIM

framework is intended to reduce the cost of data and process integration by
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made possible by introducing the concept of the LifeEvent Metamodel

(LEM).

Designing predicative applications that can make independent decisions

or provide effective information for humans to make such decisions

requires the use of specific design and modelling techniques. Predicate

calculus is one of the best design tools for formalising ontology and

deriving intelligent algorithms. OWL has proven to be a very powerful tool

of this type, enabling semantic reasoning in web applications. OWL is

currently the main technology for implementing semantic web applications

and therefore, the capabilities of semantic software engineering (Sheu and

Kitazawa, 2007) are required to handle semantic reasoning design

problems.

The design specification of automatic workflow models differs from

those of static models in that the designer of an automatic workflow model

has to produce a model that only describes the service type and the order of

execution. This model is in fact a metamodel used to generate and configure

a number of possible variations in run-time. The ESIM framework makes

use of all service, regulatory and domain semantic information related to

the Metamodel and its running instance for the run time configuration of

LifeEvent instance. The ontology information dictates the terms and

conditions of the execution in order to determine, whether it is the right

time to execute a particular service and how the results of such an execution

would affect the overall status of the workflow and the user profile. Figure

6.4 is the conceptual illustration of a Metamodel and its run time

instantiation.
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Figure 6.4: Metamodelling conceptual diagrams

Based on our design specification, a LEM is a workflow construct of an

individual LifeEventService (LES) that indicates the type and subtype of

web services to be used in a composition. Every MetaService (MS) holds a
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Let each MS )( iM consist of )( ki SI so that for any

},...,2,1,...,2,1{, kjniMI ii j
 � m , let x and y be 2 instances

of j in a LEM, we call
xi
I is prerequisite of

yi
I and note

1�
 l

xyyx iiii IIII  

.

We also assume each SI is a prerequisite of itself to achieve recursive

search functionality when looping through the SI set of )( iM to determine

the order of execution. The latter concept is expressed in the description 3

as follows:

Definition 3.

)(
xyyxyx iiiiii IIIIII   �l 

Definitions 1, 2 and 3 have paved the way for defining our recursive

function of instantiating and executing MS in the LEM workflow as

follows:

Definition 4.

Let
iI

R be an ordered set of SI, then }{
ijji IiiI RRRR   .

In the Stage 2 of ESIM framework, a LEM is created. Inputs of this

stage are:

1) Regulatory specification that provides the governing rules for the

workflow of LEM.

2) A set of Meta Services that will be used to construct a LEM.

The output of this stage is an instance of LifeEvent ontology that is a

logical extension of OWL-S, semantically enriched with e-government
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services regulatory information. The instance is represented in the form of a

Metamodel specification called LEM. In this activity, an integration agent

can construct a LEM. This activity heavily relies on regulatory rules and the

Meta Services specification. Figure 6.5 illustrates the activity in which an

integration engineer will create or edit a LEM instance.

Figure 6.5: Creating/Editing LEM

6.4.3 Stage 3: LifeEvent Instantiation and Execution

This is the LifeEvent Instantiation and execution stage; in this stage the

third level abstraction of LifeEvent is created. An executable

LifeEventInstance (LEI) is created based on its LEM upon request by a

service consumer. The requirements of this stage consist of user preferences

data including domain information and service personalisation. The input of

this stage is a LEM specification from Stage 2 and the LifeEvent ontology

instance associated with the LEM that is required for run time reasoning.

The output of this stage is a personalised executable instance of LEI.

The final stage of the LifeEvent life cycle in ESIM framework is

illustrated in Figure 6.6, in which the e-government service users issue an

execution request for LEI.
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In this stage the system analyses the user’s request specifications in

conjunction with the LEM workflow requirements to infer the correct

execution decisions. In this stage:

x Appropriate available service instances are selected,

x Regulatory rules are applied and,

x A service user profile is constructed in order to instantiate and executes

a personalised composite service workflow or what is referred to as

‘Personalised LEI’ in this thesis.

Figure 6.6: Runtime workflow construction and LEI execution
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underlying formalism (Lu et al., 2006), therefore composite service

Metamodel for a LifeEvent is designed to fulfil those requirements and the

following are specifications of their generic model.

A LEM workflow only indicates the type of an atomic service

nominated for composition, as well as the order of execution. The

specification of the instance of individual services is configured

dynamically at runtime. For example, where a workflow is designed to use

a service of type ‘driving school’, there may be x numbers of different

driving school services available at any given time. A rule engine can use

available ontology information to support a decision in which a specific

service such as a riding school service located in the suburb of Wyong in

NSW Australia can be used at runtime given the customer requirement

parameters and current state of execution.

A LifeEvent must be instantiated by a service user (customer or citizen)

from an already existing LEM based on user specific preferences. When the

LifeEvent instance is executed at runtime, there is always a possibility (for

whatever reason) that the user would like to replace a service with a similar

match with different attributes, or in the case of a failed service system,

may need to reconstruct the LEI by replacing one or more services with the

closest similar match. In order to measure the degree of similarity between

the two instances of the same concept, we define the ‘instance distance’ to

measure instance-level similarity.

We suppose two instances (i and j) are the same concept, where A and

B represent their sets of the data property respectively.

Definition 5. The Instance distance between i and j, denoted by SI(i,j) is

defined as:
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Where � �1...n=j,1...n=i and ID(A,B) is the quantified distance

between the two instances and P is a penalty item always given a positive

number (i.e. 2). For example if the properties of ServiceInstance 1SI is

defined as ),,,,,(1 fedcbaSI and the properties of 2SI is defined as

),,,,(2 hgfedSI ,

Therefore instance distance between the two can be denoted as

)( 12 SISIID � .

We use TF-IDF based methods for measuring data property similarity

of the two instances. TF-IDF based methods use a vector space model

(Baeza-Yates and Ribeiro, 1999), treating strings as ‘bag of tokens’ and

ignoring the sequential order of tokens in the strings. A data property that

consists of one or more strings can be viewed as a virtual document

containing a bag of string tokens.

If there are N properties, the corresponding n virtual documents form a

virtual quantity, which may finally have a vocabulary of n distinct tokens.

A sparse n-dimensional token vector Vi (i=1...n) can be derived from the

i-th virtual document with each element
jiv , having TF-IDF value computed

as follows:

Definition 6. An element of a virtual document is described as:
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j
jiji DF

N
TFv log,, u Where � �1...n=j,1...n=i

Where
jiTF , is the frequency of token jt in the i-th document and jDF is

the frequency of the document that contains the token
jt . For two instances

with A and B as their derived token vectors respectively, the similarity

between them is computed as a normalised dot product between their

corresponding token vectors (Wang et al., 2008).

Definition 7. The similarity between S and T is measured as:

TS

ts
TSSIM

n

j ji

.

.
),( 1¦   .

Given the LifeEvent ontology schema, we can construct a hierarchy of

the concepts by computing the subsumption relations between the concepts

using an ontology reasoner such as FaCT++; this allows us to explore the

‘instance-level similarity’ of concepts. Because ontology data is contributed

by different information sources (i.e. government agencies) separately, the

quality and the focus of completeness of the data may vary. However,

instances should have some relationships according to their common

ontology schema.

For example, if two instances from different information sources are

identified as instances of concept SI, we can compute the context similarity

between instances by reasoning with the properties and checking the

similarities of data property values. The computational complexity of

equation 6.3 may be high in general. However, this computation is only

expensive if both A and B property sets have a lot of members. However,
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based on the design of the LifeEvent Ontology (Chapter 5), a

LifeEventService may only have handful of properties and not many

alternative instances would exist in the vector of the MS. Therefore, the

value of the computational complexity will not grow significantly.

6.5 Summary

This chapter proposes a repeatable process for e-government service

integration, which is mostly overlooked in the relevant literature. This

research recognises the lack of a unified common practice for e-government

service integration projects in the e-government domain. The goal is

therefore not only to propose enabling tools and technologies but also to

introduce an innovative approach towards the whole process of e-

government service integration. In this chapter we proposed the concept of

LifeEvent abstraction as a unit of requirement for integration and delivery

of e-government services. We introduced the integration framework that

can support the roll of concept ‘LifeEvent’ within the process of e-

government service integration. The concept of LifeEvent is used to

encapsulate the requirements of an integrated complex e-government

service composed from multiple web service provided by possibly many

web service providers.

The LifeEvent model is also designed for ordinary citizens to create and

invoke their own personalised LifeEvent. For this to happen, the LifeEvent

had to be a Metamodel rather than a solid model, So that it would be

flexible enough to allow users to instantiate it in every possible way.

In the following chapters we will show how the proposed ESIM

framework can work in practice.



Chapter 7:
LifeEvent Ontology Oriented
Service Integration Platform

E-government service delivery software design process has mostly been

technology-centred rather than citizen-centred. This has led to a series of

problems. With the growing number of e-government services available,

citizens have to bear the burden of remembering more service locations,

login names and passwords. There is a lack of standard mechanisms to

centrally manage these services and provide integrated single access

capability to multiple applications. It is not unusual that users experience

long response times or failures, especially with transactional operations. A

fundamental shift in the design process is thus required to radically improve

software usability.

In this chapter we discuss the detail analysis, design and implementation

of LOOSI platform prototype, which is a novel software application to

provide the functionalities required to support web services integration

modelling processes called the ESIM framework. This framework as

discussed before is a citizen-centric web service integration modelling

framework that can allow e-government service users to design their own

personalised composite web services and execute them in a safe and

controlled environment.

In Chapters 4, 5 and 6 we introduced SIE, LifeEvent Ontology and

ESIM framework as the prerequisite contributions that can enable and

support the technology discussed in this chapter. In this chapter we present
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the detailed specifications and implementation of a new software

architecture based on workflow and decision support to fulfil the

requirements of the ESIM framework.

In the reminder of this chapter we will explain the LOOSI platform

prototype in details from the following different prospective:

1) Technology overview (Section 7.1)

2) Architectural overview including software logical components of

the system (Section 7.2).

3) Application detailed design, including software physical

components (Section 7.3).

4) Application functional design, which includes software &

application functional design and logical pathways of the main

functions (Section 7.4).

7.1 Technology Overview

In the technology design for the prototype we use semantic web

ontology in order to achieve interoperability in service integration and

delivery. This involves the use of domain-based ontology with reasoning

capability in order to dynamically create the required new workflows of

web services in run time. From methodological point of view the proposed

framework (ESIM) enables gradual and incremental integration of readily

available web services, by allowing the automated transition of

semantically diverse web infrastructure in to an integrated environment.

This method will enable all government agencies to participate in

implementation of the prototype in a gradual and voluntary basis.
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Service integration engineers can use the instructions given by the

ESIM framework to achieve a semi-automated integration of disparate web

services in to workflows with a minimum risk and effort. The proposed

integration framework will therefore dramatically reduce the cost of service

integration by allowing agencies to decide not only which services to

integrate but also when to integrate.

The prototype is designed and developed to deliver the functionalities

promised by the ESIM framework. This software application, acts as a

delivery vehicle for e-government integrated services. This platform makes

use of LifeEvent ontology as its knowledgebase to perform the decision

making on dynamic integration and reconfiguration of LifeEvent services at

run-time. It provides a physical facility for implementation of the ESIM

framework to achieve a systematic and repeatable process for integrating

the e-government web services.

On the technology note, this research has found Service Oriented

Architecture (SOA) to be an emerging premier integration and architectural

approach in contemporary complex and heterogeneous computing

environments. Figure 7.1 is a generic illustration of this architecture. Since

there is a great potential for an SOA system to be built on open standards

and can be realised using web services, developing meaningful web service

has become an important requirement for SOA applications. Therefore, it

can be said that using open source software components is an integral part

of SOA strategy.
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Figure 7.1: Service Oriented Architecture overview (Thomas and McGough, 2009)

7.2 Architecture Overview

In this section we describe the detailed architectural design of the

prototype. This architecture adopts a web based enterprise application,

specifically SOA development (Siew, 2006).

High level of interoperability and accessibility has a significant

importance for a service integration system that is designed to discover,

compose and deliver readily available web services to the service

consumers. The prototype is designed based on the SOA architecture, and it

utilises the maximum versatility of using open source software applications

and persistence. It makes use of enhanced reasoning capabilities of the

semantic web through the extensive use of ontology in order to achieve

more intelligently manageable dynamic integration of web services.
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In Chapter 5 we argued that the reasoning capability of ontology is

more useful when it’s used as knowledgebase for the semantic applications,

In the rest of this chapter therefore we describe a simple design solution for

this purpose, that can take advantage of reasoning capability of ontology

knowledgebase. This design allows for dynamically constructed yet user

controlled workflows to be configured and executed at run time by using an

ontology knowledgebase. The use of ontology reasoning makes the

prototype a dynamically configurable system with a higher degree of

personalisation capability. It is this personalisation capability that gives the

users the freedom of constructing their own LifeEvent workflows. The

diagram in Figure 7.2 is the overall architectural view of the prototype that

describes the main components of the system.
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Figure 7.2: Architectural overview of LOOSI platform prototype
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Functional capabilities of the prototype is categorised and put in to three

major components, each designed to provide one-to-one functional support

for the corresponding stages in the ESIM framework as follows:

1. WSDL2OWL-S is a component that provides the functional support

needed for creating OWL-S ontology data, based on the process

prescribed by the Stage 1 in the ESIM framework that was described in

Section 6.4.1.

2. LifeEvent Metamodel Manager component corresponds to the Stage 2

of the ESIM framework enabling the integration engineers to create

LifeEvent Metamodels from available web services. This component

uses the OWL-S ontology data files that were created in Stage 1 of the

ESIM described in Section 6.4.2.

3. LifeEvent Enactment Manager is a component designed to enable

LifeEvent users to create their own personalised instance of the

LifeEvent Metamodel on the fly. It also provides the facility to invoke

individual web services within a process workflow. This component

corresponds to the Stage 3 of the ESIM framework in Section 6.4.3.

There are many other components in this system that are mostly

facilitators of the aforementioned main components, some important ones

are described as follows:

Unified Presentation & User Interface is a presentation layer based on

Struts technology. It is designed to render the user graphical interface for all

the functionalities of the prototype. This component is capable of producing

the GUI elements required to capture the necessary data for invocation of

web services. This intelligent capability is realised by its ability to translate

the input/output parameters information of the web service obtained from

the WSDL.
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Semantic Ontology Manager is a component comprised of all java

classes required by the system to provide ontology related reasoning,

interrogation and editing functionalities.

File System Utility provides the persistence functional utility such as

read and write for both OWL-S and LifeEvent ontologies.

Web Services Invocation Utility provides end point functional utility for

dynamically invoking and communicating with published web services in

the internat.

DB Persistent Utility provides the functional connection point for

relational database persistence to store edit and use intermediate data

required by the system to continue operations.

7.3 Design Pattern Overview

The LOOSI application prototype has adopted web enterprise

application architecture based on Model-View-Controller (MVC) design

pattern, which is illustrated in Figure 7.3. MVC is a software architecture,

currently considered a popular design pattern used in software engineering.

The most important advantage of this pattern is that it isolates domain logic

(the application logic for the user) from the user interface (input and

presentation), allowing independent development, testing and maintenance

of each layer (separation of concerns).
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Figure 7.3: MVC design Patterns (SunMicrosystems, 2002)

The MVC architecture originally applied to map the traditional input,

processing, and output tasks to the graphical user interaction model. MVC

is currently used straight forward to map these concepts into the domain of

multi-tier enterprise applications.

1) Model - The model represents enterprise data and the business rules

that govern access to and updates of this data.

2) View -The view renders the contents of a model. It accesses

enterprise data through the model and specifies how that data should

be presented.

3) Controller - The controller translates interactions with the view into

actions to be performed by the model.

The prototype is configured as per MVC design pattern specifications.

This application uses JSP technology in its presentation layer to generate

the views of graphical user interface. We use action classes based on
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Apache Struts (Apache, 2007) specifications as controller components that

trigger JSP view via Struts configuration files. We also put in place a data

service layer called Data Access Object (DAO) to play the role of data

facilitator for controller classes. DAO layer will handle all data access

functionalise and transaction controls, passing around java objects as data

models. We use Open Source database MySQL version 5.0 for the

persistence layer to store user profile, temporary and intermediate state of

incomplete LifeEvents.

Figure 7.4 is a visual illustration of the prototype implementation

according to MVC design pattern.

Figure 7.4: The prototype compliance of MVC design Patterns
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7.4 Object Oriented Design

SOA and MVC design pattern require the implementation design of the

target system to be based on Object Oriented Design (OOD). Therefore in

this section we describe the class/object level design based on OOD. Figure

7.5 is a summary class diagram of main classes in the system mapped in to

the MVC design pattern; we use java language for the implementation of

the system.
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Figure 7.5: The LOOSI prototype java classes mapped in MVC
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The Struts action classes in the Controller layer, provide controller

functionality for the system. There is one action class for each major

function in the system.

The WSDL2OWLSAction is the controller class for registering web

services and generating the OWL-S ontology. The functional code that

facilitates the ontology generation is provided by the class

WSDL2OWLSManager. The EditLifeEventAction and the

EditMetaServiceAction classes are designed to work with the

LifeEventMetaModelManager, they collectively enable the user to create a

LifeEvent Metamodel, which corresponds to an ontology individual of type

LifeEvent. The third Action class is ExecuteLifeEventAction, this is a

controller class for creating personalised instances of LifeEvent Metamodel

and executing the ServiceInstances in a user controlled environment.

At the base of the diagram in Figure 7.5 there are a number of utility

classes that provide support for ontology and user information persistence.

7.5 Application Component description

In this section we discuss the design of the prototype in more details and

describe how it uses LifeEvent ontology to achieve semantic

interoperability in service integration and delivery.

Design of predictive applications that can make independent decisions

or provide effective information for users to make such decisions requires

the use of specific design & modelling techniques. First Order Logic (FOL)

of predictive calculus is the best design tool for formalising ontology and

consequently driving intelligent algorithms from them since it is free of all

ambiguities associated with natural languages. This research uses two
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effective tools to express the theorem behind its design, and that is through

both graphically and logical expressions.

1) First we use flowchart diagrams to illustrate main logical pathway that

describes the functional requirements of the component in question,

2) Second we use FOL to express the implementation of any algorithm in

a logical expression language whenever a complex operation is

required.

Before we describe the details of our design lets first introduce some

notations to simplify the presentation of the proposed algorithms. These

notations are summarised in Table 7.1.

Variable Name Meaning

LE A set of LifeEventServices that make up the LifeEvent Metamodel

M Number of members in LE
LEI A set of ServiceInstances that make up the LifeEventInstance

I Number of members in LEI

P A set of web service operations that make up OWL-S process

ST A set of ServiceTypes described by the LifeEvent ontology

PR A set of Prerequisites of a ServiceInstance

Table 7.1: Notations for web service enactment component functional description

7.5.1 WSDL2OWL-S Manager

WSDL2OWL-S is designed to facilitate the registration of readily

available web services in prototype for government agencies and other

businesses. These registered services later can be used to construct

LifeEvent Metamodels. This intelligent component is used to create a set of

OWL-S service ontology data files (profile, service, process and grounding)

that can collectively provide necessary knowledge to the
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LifeEventMetamodelManager. In turn LifeEventMetamodelManager will

be able to create the LifeEvent Metamodel based on its design

requirements. This component is designed to provide support for the Stage

1 of the ESIM framework.

WSDL2OWL-S component uses the information in a WSDL of a web

service and combines it with other semantic information provided by the

web service provider (government agency or a business). The product of

this activity is a set of OWL-S service ontology data files (profile, service,

process and grounding) for the web service in question. Then the newly

created OWL-S ontology data is stored in the repository of the LOOSI

prototype and is used throughout the system for various purposes including

generating LifeEventInstances and web service enactments. Diagram in

Figure 7.6 is the illustration of the main functional pathway in

WSDL2OWL-S component.

Figure 7.6: WSDL2OWL-S component functional flowchart

7.5.2 LifeEvent Metamodel Manger

LifeEvent Metamodel Manger is an intelligent component that can

create LifeEvent Metamodels based on design requirements of a citizen life

event as it is preserved and agreed by the prototype system administrators.
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It uses the OWL-S service descriptors stored in a repository, which was

described in Section 7.3.1.

The main function of this module is to enable the system user to

construct a LifeEvent Metamodel. The system represents the LifeEvent

Metamodel data as a Java object, which is an equivalent Java class to the

ontology concept of LifeEvent. The strategy is to facilitate an automated

evolution of the LifeEvent Metamodel in to an executable workflow of web

services in an iterative environment to improve composability for run-time

workflow construction. Workflow construction requires mechanisms to

address the requirements that pertains ontology, profiles, and their

underlying formalism.

The formal design of the main decision point of LifeEventMetamodel

Manager is illustrated in Figure 7.7 and described as follows:

Consider the situation where a LifeEvent Metamodel is consists of a set

of Meta Services where each MetaService can be a Metamodel of many

possible service instances and in turn each service instance may be a model

on its own.

A combination of services may be aggregated to constitute a composite

model. In that case Meta Services are considered to be the components of a

Metamodel. In this Metamodel the position of every Meta Service is

determined by its prerequisite.
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Figure 7.7: LifeEvent Metamodel Manager functional flowchart

7.5.3 LifeEvent Enactment Manger

LifeEvent Enactment Manger is an intelligent component designed to

generate LifeEvent instances based on one LifeEvent Metamodel and

specific service user requirements.

LifeEvent is modelled at compile time (Stage 3 of the ESIM), which is

called LifeEvent Metamodel and specified as follows:

LifeEvent Metamodel will only indicates the type and position of the

services and the order of invocation in an integrated workflow, not the

instance of individual services (i.e. the workflow uses a service of type
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‘driving school’, there may be x number of different school services

available at any given time).

LifeEvent Enactment Manager uses available ontology knowledge to

decide which specific service to use in runtime, given the customer

requirement information. Hence a conceptual alignment between a

LifeEvent Metamodel and its new context (runtime implementation

instance) LifeEventInstance is established for meaningful integration.

In this section we present the main logical pathway of LifeEvent

Enactment Manager, first in the form of Data Flow Diagram (DFD)

illustrated in Figures 7.7, and then we describe the formal description of the

program logic using FOL description language.

Figure 7.8: LifeEvent Enactment Manager functional flowchart
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The two main decision points in LifeEvent Enactment Manager are

illustrated in Figure 7.8 and described as follows:

Mapping every member from LE to a possible set of members in LEI

based on ST such that the ST for every ServiceInstance is the same as the

ST for the LifeEventService. Formal description if the program logic is as

follows:

Do While � �ttt miSTiiLEIimLEm {������ )(()(

And � �IM  �

7.6 Application Development

This section describes the GUI of the prototype and the development

efforts that resulted in creating a software application that is used to test the

ESIM framework.

GUI for the System is specifically designed to reflect the main three

stages of ESIM framework, therefore providing a seamless translation of

the process flow in to the actual functionality of the application. For

example the entry page of the application prototype is clearly conveying the

ESIM process model. Figure 7.9 is showing the entry page of the web

application that displays the three main functionality of the system in a

form of a link that is to invoke the function in distinctly coloured cells with

a brief description of them next to the link.

Complete walkthrough of the application prototype is described in

Chapter 8 as an experimental evaluation of the software.
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Figure 7.9: Three main functions of the prototype

One of the most important advantages of LOOSI prototype is that it

hides all the complexities of the semantic web application behind the user

friendly and intuitive interface. Chapter 8 will show an experimental run on

the prototype. This experiment will go through all functionalise of the

system displaying the results in screen shots, and then will compare all the

actual and expected results.

7.7 Summary

In this chapter we described the design and implementation of a novel

software system, used as an integration and delivery platform (LOOSI) for

integrating e-government services. This prototype makes use of LifeEvent

ontology as the knowledgebase to assist in decision making on dynamic

integration and reconfiguration of LifeEvent services at run-time. The
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prototype is designed based on the SOA architecture, it utilises the

maximum power of using open source software applications and

persistence. This software application is designed to adopt enterprise

application architecture based on MVC design pattern. The prototype

allows service providers to register their readily available web services. The

results of this registration are a set of service ontology data files and an

instance of a LifeEventService. Ontology data created during service

registration provides the bases for the creation of a LifeEvent ontology that

is a metamodel form of LifeEvent. Finally all the ontology data produced

during the service registration and LifeEvent Metamodel creation can be

used by citizens to create a personalised instance of LifeEvent and executed

to solve a business problem.



Chapter 8:
Framework Evaluation and
Experimentation

In this chapter, we present an evaluation of the proposed LifeEvent

ontology introduced in Chapter 5 and the LOOSI platform prototype

introduced in Chapter 7. Evaluation in Chapter 7 will implicitly validate the

design assumptions of Chapter 6. We conduct this evaluation in two parts.

In Section 8.1 an implementation of LifeEvent ontology presented and the

value of its complexity is measured against the OWL-S ontology schema.

Through a comparative analysis of OWL-S with LifeEvent ontology

schema we arrive on an understanding of the efficiency of our design for

LifeEvent ontology. In Section 7.2 we run through an implementation of

the prototype presented by displaying a test run of the software and present

the results of this execution.LifeEvent Ontology Evaluation

There is no restriction on the complexity of the logic that may be used

to state the axioms and definitions of concepts in ontology. The distinction

between terminological and formal ontologies is one of degree rather than

kind. LifeEvent ontology tends to be smaller than terminological

ontologies, but its axioms and definitions can support more complex

inferences and computations. We conduct the experimental evaluation of

the LifeEvent ontology in two stages. We use the ontology editor tool

Protégé to design and develop the LifeEvent ontology schema as the

preparation for evaluating the LifeEvent ontology. We use the FaCT++

reasoner plug-in from within Protégé to perform structural validation of the
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schema. To evaluate the efficiency of LifeEvent ontology an experiment is

conducted to measure the complexity of the ontology through a set of well

known formal methods and demonstrate the results in a numerical as well

as graphical representation. We compare the LifeEvent ontology to OWL-S

ontology since it’s the most conceptually similar to it.

8.2 Ontology Measuring Methods

As ontologies grow in size and number, it is important to be able to

measure their complexity quantitatively. Quantitative measurement of

complexity can help ontology developers and maintainers better understand

the current status of the ontology, therefore allowing them to better evaluate

its design and control its development process. We are using a suite of

ontology metrics (Zhang et al., 2009), at both the ontology level and the

class level, to measure the design complexity of LifeEvent ontology. This

ontology complexity measurement metric was evaluated in an empirical

analysis on public domain ontologies to show the characteristics and

usefulness of the metrics. The proposed metric suite is useful for managing

the LifeEvent ontology development projects.

8.2.1 Ontology Level Metrics

We use three different ontology level metrics to measure the complexity

of the ontology:

Size Of Vocabulary (SOV) Measures the amount of vocabulary defined

in ontology. Given a graph representation ),,( EPNG  of an ontology,

where N is a set of nodes representing classes and individuals; P is a set of

nodes representing properties; and E is a set of edges representing property

instances and other relationships between nodes in the graph G. In this
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measurement SOV is defined as the cardinality of the named entities nN

and nP in G: nn PNSOV � , where nN representing named classes

and individuals, and nP representing user defined properties.

Edge Node Ratio (ENR) measures the connectivity density. In this

measurement ENR tends to increases as more edges are added between

nodes. The greater the ENR, is the greater the complexity of an ontology.

ENR is calculated as follows:

N

E
ENR  , as the division of the number of edges )(E by the

number of nodes )(N .

Tree Impurity (TIP) measures how far ontology’s inheritance hierarchy

deviates from being a tree and it is defined as being:

1�c�c NETIP , where Ec is the number of subclass edges and

N c is the number of nodes in an ontology’s inheritance hierarchy.

8.2.2 Class Level Metrics

These metrics are mostly concerned with the class level specific

statistics, the most popular technique in this method is known as Number of

children (NOC). To calculate NOC for a given class C, NOC measures the

number of its immediate children in the ontology inheritance hierarchy

given, as follows:

^ `ECsubClassOfrdfsDNDDNOCc c��c� ),:,(# ,

Where NC c� and symbol # denotes the cardinality and the Ec denotes

the set of entities.
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8.3 Experiment Preparation

This section will describe the preparation for a comparative evaluation

of LifeEvent ontology against OWL-S using the methods described in

Sections 8.2.2 and 8.2.3.

8.3.1 Step 1: Building the Ontology

This step aims to prepare for the evaluation of the LifeEvent ontology.

The choice of ontology editor was made mainly due to the fact that Protégé

is open source software, and was more suited to our purpose (Stanford-

University, 2009). This tool is developed and maintained by Stanford

University. We used version 4.1, which was more advanced, intuitive and

easier to use than other available ontology editors. Figure 8.1 is a

screenshot of our developed ontology which illustrates the concepts, their

relationships with object properties and data properties in the Protégé

ontology editor.
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Figure 8.1: LifeEvent Ontology Built by Protégé.

8.3.2 Step 2: Selecting a Comparable Ontology

This step selects an ontology that is conceptually similar to LifeEvent

ontology. OWL-S is chosen because it is not only conceptually very similar

to the LifeEvent ontology but also functionally designed to perform a

similar task. This ontology is also used by the prototype to provide

knowledgebase support for the web service enactment functionality of the

system. The diagram in Figure 8.2 is the graph representation of OWL-S

conceptual schema version 1.1.
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Figure 8.2: OWL-S Ontology schema (W3C, 2004)

In this comparative evaluation of LifeEvent ontology with OWL-S we

use numerical value results by applying the metrics in Sections 8.2.2 and

8.2.3 on both ontologies to illustrate the measurement of efficiency and

complexity of the LifeEvent ontology in comparison to the OWL-S.

8.3.3 Step 3: Experimentation

The experiment starts by creating and adding five named individuals

that are the representatives of five individual web services that are

published by the Australian Government agencies and other businesses.

One more named individual is created only in the LifeEvent ontology as the

first instance of the schema to point to the LifeEventServices. The list of

these named individuals is described in Figure 8.3.
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Figure 8.3: LifeEvent and OWL-S named individuals

Considering the populated OWL-S ontology and the LifeEvent

Ontology, we use the actual measurements with the methods described in

Sections 8.2.2 and 8.2.3 to calculate the results as follows:

1) Based on the SOV method we measure the SOV value of the

LifeEvent to be 7+8=15, and for OWL-S to be 12+9=21. This means
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that if we consider the growth ratio for the LifeEvent as being the

base 15/15=1 then this for the OWL-S would be 21/15= 1.4. Table

8.1 details the numerical representation of the growth of ontology

data in both ontologies.

We register the statistics in Table 8.1 by assuming the initial SOV

to be the sum of the nodes, plus object properties in the ontology

schema. We then increased this number five times as per the number

of named individuals representing the web services created for this

experiment, each time by the amount of SOV ratio, representing the

linear growth in the volume of ontology data.

LifeEvent OWL-S

15 21

30 36

60 86.4

120 207.36

240 497.7

Table 8.1: Numerical representation of ontology growth as per SOV ratio.

Figure 8.4 is the comparative graph representation that illustrates

the trend of growth in the LifeEvent ontology data and the OWL-S

ontology data. It is shown that the rate of growth in the volume of

data in the LifeEvent is dramatically less than the OWL-S, after a

fivefold increases in the number of named individuals.
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Figure 8.4: Physical representation of growths in ontology data as per SOV ratio

2) Based on the ENR method we measure the ENR value of both

ontologies to be as follows:

LifeEvent= 5.2
7

15
 , OWL-S 63.2

8

21
 .

Table 8.2 shows the growth of ontology data in both ontologies in

terms of ENR in numerical terms. The statistics in Table 8.2 are

obtained by increasing the initial ENR by five times as per the

number of web service named individuals, created for this

experiment, each time by the amount of the ENR ratio.
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LifeEvent OWL-S

2.5 2.63

6.25 6.9

15.63 18.2

39.1 47.8

97.75 125.8

Table 8.2: Numerical representation of physical growth for ontology as per ENR ratio

Figure 8.5 is the comparative graph illustrating the trend of growth

in ENR for the LifeEvent ontology and OWL-S ontology in the

event of growth in ontology data. It is shown that this increase in

LifeEvent Ontology is less than OWL-S after a few fold increases in

the number of named individuals.

Figure 8.5: Physical representation of growths in ontology data per ENR ratio

3) Based on the TIP method we measure the value of ‘how far

LifeEvent deviates from being a tree?’ to be (15-7+1=9), and for



Framework Evaluation and Experimentation 163

OWL-S to be (21-8+1=14). It is shown this value is greater for

OWL-S than for LifeEvent ontology.

4) Using the NOC method, we calculated the number of immediate

children (rdf: subClassOf) for the class Parameter that is the most

frequently used in web service invocation to be three. The value of

NOC calculated for LifeEventService, which is the most used class

in LifeEvent ontology is two. Table 8.3 shows the complexity

growth of ontology data for a class Parameter in OWL-S in

comparison with the class LifeEventService in LifeEvent ontology in

terms of the NOC ratio. The statistics in Table 8.3 have been

obtained by initial NOC increased five times as per the number of

web service named individuals, created for this experiment, each

time by the amount of NOC ratio.

LifeEvent OWL-S

2 3

4 9

8 27

16 81

32 243

Table 8.3: Numerical representation of physical growth for ontology classes as per NOC ratio

Figure 8.6 is the comparative graph illustrating the trend of growth

in complexity as per the NOC ratio for class Parameter in OWL-S in

comparison with the class LifeEventService in LifeEvent ontology in

the event of growth in ontology data. It is shown that this increase in



Framework Evaluation and Experimentation 164

LifeEvent Ontology is less than OWL-S after a few fold increases in

the number of named individuals.

Figure 8.6: Physical representation of growths in complexity of ontology data as per NOC
ratio

8.4 LOOSI Platform Prototype Evaluation

This section gives detailed description of our experimental run through

the LOOSI application prototype.

8.4.1 Experiment Preparation

For the purpose of this experiment we already developed six web

services and deployed them in to an AXIS2 server, these available web

services are listed in Table 8.4.

0

50

100

150

200

250

300

1 2 3 4 5 6

LifeEvent

OWL-S



Framework Evaluation and Experimentation 165

# Service Name WSDL URL

1 NSWRTACustomerRegistrationService http://localhost:8080/axis2/services/NSWRTACustom

erRegistrationService?wsdl

2 RTAMotorBikeLicenseService http://localhost:8080/axis2/services/RTAMotorBikeLi

censeService?wsdl

3 RydeRidingSchoolService http://localhost:8080/axis2/services/RydeRidingSchool

Service?wsdl

4 LanecoveRidingSchoolService http://localhost:8080/axis2/services/LanecoveRidingSc

hoolService?wsdl

5 WyongRidingSchoolService http://localhost:8080/axis2/services/WyongRidingScho

olService?wsdl

6 LiverpoolRidingSchoolService http://localhost:8080/axis2/services/LiverpoolRidingSc

hoolService?wsdl

Table 8.4: Readily available web service in AXIS2 test server

To start this experiment we go to the home page of the LOOSI project

at http://localhost:8080/LOOSIWeb/ DisplayMenu.action. At this point we

are presented with three functional options each of which related to one of

the main stages of ESIM framework. Colour-coded scheme of the home

page is also illustrating three distinct stages of ESIM framework (see Figure

8.7).

From here on we go through all three stages one by one and observe the

comparison of the actual results with expected results. We consider

activities in Sections 8.2.6 and 8.2.7 as to be the implementation of Stage 1

and 2 of ESIM framework as one project to develop a LifeEvent from a

proposed candidate.
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Figure 8.7: Home page of LOOSI platform prototype

8.4.2 Register a New Web Service

By clicking on the link ‘Register a New Web Service’ provided in the

blue area of the home page, the user is directed to a page that enables the

user to enter relevant syntactic and semantic information about the

nominated web service. For the purpose of this experiment we choose to

register the third service (RydeRidingSchoolService) from the list in Table

8.4.

The results of clicking on the first option are shown in Figure 8.8. Here

the user is asked to enter the URL of the actual web service descriptor and

some information about the service such as name and description. We enter

the URL in Table 8.4 provided for the third web service and click ‘Next’.
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Figure 8.8: Capturing the WSDL URL and service description

By clicking the ‘Next’ button we are directed to a page that provides

input facility for semantic information required to build the OWL-S

ontology data and ‘LifeEvent Service Instance’ data file. The image in

Figure 8.9 shows the result of this action. Please note that at this point the

user required to select an available service type in order to create an

association with this service instance (we select the ‘RiderTrainingCourse’

for this service instance) and click “Create Service Instance’.
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Figure 8.9: User semantic input to create the OWL-S ontology data

By clicking on the ‘Create Service Instance’ the system will perform the

following actions:

1. Validate the existence of the WSDL URL and the availability of the

web service

2. Created individuals for Grounding, Process, Profile and Service

concepts in OWL-S ontology schema
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3. Created an individual for ServiceInstance concept in LifeEvent

ontology schema.

As a result of our last action the application has performed two main

tasks associated with the ESIM framework: First created a complete set of

OWL-S ontology data and second created a LifeEvent service instance

ontology data file. Actual physical file results of these tasks are shown in

Figure 8.10.

Figure 8.10: Actual results of executing the stage 1 of the ESIM by the prototype
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8.4.3 Compose a LifeEvent Metamodel

According to the second stage of the ESIM framework integration

engineers are able to create LifeEvent Metamodels. This function is

provided by prototype through clicking on the link ‘Compose a LifeEvent

Metamodel’ provided in the Red area of the home page, Integration

engineers are directed to a page that enables the user to assemble a

LifeEvent Metamodel. In the page ‘Assemble a LifeEvent’ user enters the

name and the description of the candidate Metamodel that is to be created,

then the user can add available MetaServices to the workflow of the

LifeEvent. We note that the system is enforcing the regulatory rules to

assemble the workflow. this is done by blocking the action of adding the

MetaServices in a wrong order from the e-government regulations

prospective. This regulatory knowledge is provided by LifeEvent ontology

at run time to ensure a legally acceptable outcome for the execution of the

LifeEvent. For example if we try to create a LifeEvent for Rider Licensing

then the work flow of MetaServices must be in the following order:

1) RtaRegistrationLES

2) BikeLicenseApplicationLES

3) RiderTrainingCourse

Any other order will generate an error message. To test this function

first we entered ‘RiderTrainingCourse’ as the first MetaService, second

when tried to enter ‘RtaRegistrationLES’, we receive an error message

indicating that the prerequisite of the first MetaService

(BikeLicenseApplicationLES) is not satisfied. This function and the error

message are illustrated in Figure 8.11.
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Figure 8.11: Enforcing the regulatory knowledge provided by LifeEvent ontology

As soon as we remove the service from the position and replace it with

the correct one the system accepts the LifeEvent and allows the user to

proceed with the LifeEvent Metamodel assembly (see Figure 8.12).
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Figure 8.12: Successful assembly of a LifeEvent Metamodel

This function generates the ontology data file shown in Figure 8.12. We

inspect this file closer and see all the RDF statements in the ontology data.

Apart from data properties (Label, comment and description), we can see

three object properties of predicates ‘hasService’ is constructed pointing to

the three MetaServices selected by the user through the execution of this

Stage 2 of ESIM framework (see Listing 8.1).
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Listing 8.1: RDF statements in LifeEvent ontology data file

This action marks the end of Stage 2 of ESIM framework in this project.

Now the system has stored enough information and knowledge to offer one

LifeEvent Metamodel, so ordinary citizens are able to customise and

execute their personalised instance of the LifeEvent.

8.4.4 Select and Execute a LifeEvent Instance

According to the second stage of the ESIM framework service

consumers are able to use the system to select a LifeEvent Metamodel,

create a personalised instance and execute the instance in a user controlled

environment. We initiate this function by clicking on the link (Select &

Execute a LifeEvent Instance) provided in the main page of the prototype.
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This action takes the user to a page that presents a list of available

LifeEvent Metamodels to choose from (see Figure 8.13). Here we can see

our newly created LifeEvent Metamodel along with an existing one.

Figure 8.13: Selecting LifeEvent Metamodel

We select the one we just created and click on the ‘Get LifeEvent

Details’ button. This takes us to a new page that displays the details of the

Metamodel and allows user to create personalise instance of the Metamodel

by substituting desired web service instances in the place of every

MetaService in the LifeEvent. We customise our LifeEvent Instance, enter

an email address as customer identification for future references and click

on ‘Create LifeEvent Instance’ (see Figure 8.14).
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Figure8.14:PersonalisingLifeEventMetamodel
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Next page displays the details of newly created personalised LifeEvent

instance to confirm the initiation and the execution of the instance by

clicking on the ‘Execute LifeEvent Instance’.

The system also provides a progress bar at the top of the page that

indicates the direction and the progress of the current execution of

individual web services. The instance is initially created on the memory,

and creates persistence for future references and long running transitions

when user confirms the initiation of the LifeEvent Instance (see Figure

8.15).
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Figure8.15:ConfirmingtheexecutionofpersonalisedLifeEventinstance



Framework Evaluation and Experimentation 178

Upon clicking on the ‘Execute LifeEvent Instance’ system loads all the

available semantic information from both OWL-S and LifeEvent ontology

data files, and displays all the operations available in the first web service

for user to select and execute. Alternatively user can choose to skip the

operation of the current web service and go to the next service by clicking

on the ‘Go to Next Service’ (see Figure 8.16).
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Figure8.16:Selectanoperationfromthecurrentlywebservice
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In this time we select the operation ‘addNewCustomer’ from the current

executing service (NSWRTA CustomerRegistrationService) in the

workflow. When an operation is selected, the system interrogates the OWL-

S ontology data files to prepare an input screen. This system uses the

‘Semantic Ontology Manager’ component to retrieve the information and

then uses the ‘Unified Presentation & User Interface’ component to

interpret and dynamically render the appropriate input screen for users to

enter their data in order to communicate with the service provider (see

Figure 8.17).
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Figure 8.17: User data entry screen to invoke an operation from the currently web service

Clicking on the ‘Execute Service Operation’ will result on invocation of

the selected operation from the current service and system will display any

values returned by the remote web service if the invocation is successful. In

the next screen the name of the invoked operation will be displayed in gray

colour under the name of the current service indicative of being already

invoked. The user can stay in this screen and invoke different services from

the current service until ‘Go to Next Service’ is clicked. Then the progress

bar at the top of the screen will show this service as green (meaning that the

user is done with this service) and change the currently executing service to

the next one (RTA Motor Bike License Service in our case). And similar to
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the last service all the available operations of this system is listed under the

name of the service (see Figure 8.18).

Figure 8.18: Finalised web services are coloured as green on the progress bar.

User can continue this until all services are invoked and all operations

are executed. Alternatively user can choose to leave the system and come

back later (due to possible long running transitions or personal reason). The

system caters for this function via saving the current state of the LifeEvent

Instance at the end of every operation so the user can come back later and

continue the LifeEvent Instance by providing a user id this is illustrated in

Figures 8.19 and 8.20.
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Figure 8.19: Retrieving an incomplete LifeEvent Instance
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Figure 8.20: Revisiting an incomplete LifeEvent Instance.

It is possible that some time due to unforeseen circumstances one of the

web services in the LifeEvent workflow fail to respond to the invocation

call from the system. In such situation the system must be able to repair the

LifeEvent workflow by replacing the failed web service with an alternative

similar web service, available from the repository.

We tested this functionality by shutting down one of the web services in

the LifeEvent workflow to investigate the results. In this case we shut down

the web service ‘RTAMotorBikeLicenseService’ in the second in the

position of the LifeEvent Instance and tried to continue the execution of the

LifeEvent. The aforementioned action had the following results:
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The system conveys a message to the user stating the situation; this

message is illustrated in Figure 8.21.

Figure 8.21: Web service failure notification

By clicking on the available button ‘Replace the Current Service’ we

are directed to a page that provides the information about the current failed

service and offers a list of alternative similar web services to replace the

failed one. Figure 8.22 illustrates the results of this action.
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Figure 8.22: LifeEvent repair action

We acknowledge that the LOOSI application prototype may have some

negligible defects due to incorrect user data entry, lack of security

implementation, and commercial software quality assurances since it is not

a full-scale commercial application. However this experimental

implementation using the available ontology data has confirmed all our

formal design assumptions made in Chapters 3, 4, 5, 6 and 7 to be true.



Chapter 9:
Conclusion and Future Work

9.1 Problem Area and objectives

Through literature review to various aspects of the e-government

service integration and delivery, we recognised the major areas of

knowledge that was of concern for evaluating the state of research in e-

government.

This study recognised that the various approaches to e-government

development model lacking one or another aspect of the reality. Argument

was made that a more comprehensive model is needed to reflect better on

the reality of e-government evolutionary transformation trend.

Type, State and the Maturity of technology to support the e-government

integration was another area investigated by this research. The majority of

recent research agrees that the web service and SOA are the most

appropriate and popular integration technologies among other technologies

such as CORBA. We also closely looked at the mechanism of support for

intelligent architecture that could deliver a dynamically assembled and

configured composite web services. OWL-S and WSMO have had the most

influence in this area of research out of many other initiatives. We

highlighted three major shortcomings of these technologies that need to be

compensated if a truly dynamic integration of e-government services was to

be achieved.

Broad knowledge was required about a model that could encapsulate the

requirements of service integration (a unit of requirement) to achieve a



Conclusion and Future Work 188

dynamic integration of e-government services. We argued that the concept

of LifeEvent is well suited to be used as the bases of such model.

We found four issues stoping the e-government service integration to

become a success as follows:

1) Incompatible interagency process and workflows

2) Unfamiliar semantics

3) Complex inter-agency regulatory rules

4) Development of duplicated and redundant services

5) Lack of a comprehensive model for automatic composition and

delivery of web services

Our analysis of these issues have lead us to pose two main questions of

this research that would cover aforementioned issues, these questions are:

1) What is the most intelligent framework for e-government service

integration and delivery?

2) What semantic web technologies can be used to overcome the

technical difficulty of automatic integration and delivery of e-

government service, and how?

To answer these research questions we needed to define clear objectives

that could lead this research towards a final solution for the two questions

above. Hence, the main objectives of this study are recognised as follows:

1) To investigate currently proposed e-government service

integration models. This was essential to discover

implementation and technical strategies of current solutions

2) To propose detailed specifications of a repeatable modelling

framework for delivery of e-government integrated services.



Conclusion and Future Work 189

3) To propose a delivery platform for integrated e-government

services, this prototype application needs to make use of

semantic web technology to create and manage personalised

configuration for composite e-governments service workflows.

9.2 The Main Contributions of This Research

9.2.1 In Theory

This research proposed an implementation framework for e-government

service integration and delivery. We anticipated that the findings of this

research to have an important impact on efficiency and success of future e-

government service integration and delivery projects by providing a unified

methodological approach to such projects.

From engineering process point of view, to focus on the detail

implementation of integrated e-government delivery system requires a

specific attention to tasks and activities that are crucial to a successful

service integration project. Hence we proposed and put on work a modified

version of classical software engineering process. This modified process

(SIE) has all the tasks and activities that are necessary to handle the

complexity of service integration projects.

This research outlined the design concepts to extend the OWL-S in

order to propose LifeEvent Ontology as a semantic knowledgebase for

composing e-government web services. This ontology accommodates the

concept of LifeEvent within the process of e-government web services

integration. The idea used in this ontology design introduces an innovative

approach towards the whole process of e-government web service
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integration and delivery. The design of LifeEvent ontology knowledgebase

can manage the workflow of integrated web services.

However we also recognise that more research is required to specify and

formalise the design of more complex types of web services composition

that are not covered by this research, such as parallel service processes in

complex workflows.

The concept of LifeEvent has been used to encapsulate the requirements

of an integrated complex e-government service, composed from multiple

web service, provided by possibly many service providers. The LifeEvent

model is also designed for ordinary citizens to create and invoke their own

personalised LifeEvent. For that to happen, LifeEvent had to be a

Metamodel rather than an ordinary crystallised Model. This way it would

be flexible enough to allow users to instantiate it in every possible way.

A modelling framework (ESIM) is proposed that uses the concept of

LifeEvent and provides a process framework for the complete life cycle of

LifeEvent from the design and creation of the Metamodel to the

reconfiguration and instantiation of a LifeEvent instance by a service users.

9.2.2 In Practice

This research described the design and implementation of a novel online

software system, used as an integration and delivery platform for integrated

e-government services (LOOSI). This platform makes use of LifeEvent

ontology as the knowledgebase to assist in decision making on dynamic

integration and reconfiguration of LifeEvent services at run-time. LOOSI is

designed based on the SOA architecture, it utilises the maximum power of

using open source software applications and persistence. This software

system is designed to adopt web-based enterprise application architecture
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based on MVC design pattern. LOOSI platform allows service providers to

register their readily available web services. The result of this registration is

a service ontology data file and an instance of a LifeEventService.

Ontology data created during service registration provides the bases for the

creation of a LifeEvent ontology that is a Metamodel form of LifeEvent.

Finally all the ontology data produced during the service registration and

Metamodel creation is used by ordinary citizens to create a personalised

instance of LifeEvent and executed to solve a business problem.

9.3 Future Work

Although we have achieved a great successes in tackling the issues

related to dynamic integration of e-government services and web services

integration in general, there still exist more research tasks that are worth

taking in the future work. In another sense, the issues in this research area

are so significant and challenging and the topics are so attractive that a

further pursuit is worthwhile. For example, intelligent transformation of

government online services provides high quality information in an

integrated communication environment; further research may be able to

evolve this into a knowledge management system giving service across the

entire government body. Nevertheless as a short reference, the future work

is discussed in the following several subsections respectively based on the

current studies discussed in this thesis.

1) _Enhancements to the composition engine (Semantic Ontology

Manager): This engine can be extended to support extended large

integrated services. This will be particularly useful when service

repositories grow extremely large in size due to integration with none-
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government services. Also, the engine can be extended to find other

kinds of compositions with loops such as repeat-until and iterations.

2) Web services integration in other industries: Composition of web

service from multiple vendors can be applied to other industries such as

finance and insurance. There is a great business opportunity for

industries other than Public Service to take advantage of added value of

the integrated web services to their customers. For example specific

industries such as assurance may form a taskforce to develop a unifying

service protocol and the required infrastructure to support and take

advantage of the solution of this thesis. However in a technical note,

this would require drastic changes in the control structure and extension

of regulatory knowledgebase and some other areas of the original

solution.

3) Service integration for embedded systems and Mobile-Computing:

Web services can also be used in embedded systems and mobile devices

which have limited processing power and memory. Accessing and using

web services, web service selection, and integration in such devices will

need light-weight and high-performance solutions.Adapting our current

solutions for embedded systems and mobile devices will be considered

as part of future work.

4) Type systems and type checking of Web services: The composition

engine produces new functionality by joining or putting together,

different web services. We also need to ensure the safe interoperability

of these services involved in the composition. A typing system for the

languages that describe Web services can help formalise the process of

type verification and thereby ensuring safe interoperability.



ABRIVIATIONS

BPEL4WS Business Process Engineering Language for Web Services

DAO Data Access Object

DFD Data Flow Diagram

e-GIF e-Government Interoperability Framework

ER Entity Relationship

ESIM E-government Service Integration Modelling

FOL First Order Logic

G2B Government to Business

G2C Government to Citizen

G2G Government to Government

ICT Information and Communication Technology

LE LifeEvent

LEI LifeEvent Instance

LEM LifeEvent Metamodel

LES LifeEvent Service

LOOSI LifeEvent Ontology Oriented Integrated Services

MS Meta Service

MVC Model-View-Controller

NS Name Space

OOD Object Oriented Design

OWL Web Ontology Language

OWL-S Ontology Web Language for Services

OWL-GL OWL Query Language

PR Prerequisite

QoS Quality of Service

RDF Resource Description Framework

RDFS Resource Description Framework Schema

SAWSDL Semantic Annotations for Web Service Description Language

SDLC Software Development Life Cycle

SE Software Engineering
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SI Service Instance

SIE Service Integration Engineering

SQL Simple Query Language

SOC Service Oriented Computing

SOA Service Oriented Architecture

SST Service Sub Type

ST Service Type

URI Universal Resource Identifier

UTS University of Technology Sydney

W3C World Wide Web Consortium

WSDL Web Service Description Language

WSMF Web Service Modelling Framework

WSMO Web Service Modelling Ontology

WSMX Web Service modelling eXecution environment

XML Extensible Markup Language
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